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#### Abstract

The Texas Large Network Package is a collection of computer programs designed to assign traffic to large transportation networks. The purpose of this manual is to provide data processing personnel with a link between the Operating Manual for the Texas Large Network Package (Research Report 119-2) and the programs contained in the package. The manual describes the operation of the package and provides flowcharts of the programs in the package. Cross references for significant variables and arrays used in the package and formats for all data sets and data cards associated with the package are provided.

Keywords: traffic assignment computer programs, transportation planning computer programs, Texas Large Network Package, computer program descriptions, computer program flowcharts.


Traffic assignment is a technique which has been developed to aid transportation planning in the evaluation of future transportation system alternatives. Due to the vast quantity of data and the tedious computations involved, reliance upon computers and automated data processing is almost imperative.

The Texas Large Network Package is a collection of computer programs designed to assign traffic to large transportation networks. The package has been prepared for use with both IBM 360 and IBM 370 computer systems.

Several special features are available in the Texas Large Network Package in addition to the usual programs regarding the assignment of traffic to minimum time paths. A self-balancing assignment program is included which can improve the agreement of assigned volumes with counted volumes. The self-balancing assignment program can also be used to induce a compliance of the assigned volumes with capacity limitations. Corridor intercepts may be coded to obtain corridor analysis summaries; travel routes may be coded to obtain volume profile comparisons and/or plots; and, selected links may be indicated for a special analysis of all traversing movements. Under normal operation, each assignment is preserved and compared with the previous assignments.

The Texas Large Network Package is comprised of seventy-seven control sections. The control sections perform the sixteen user program options available under the package.

The package basically operates in sequential mode. As each control card specifying a user program option is encountered in the data card input stream, the card is interpreted to determine the desired program option and the appropriate program option is executed.

## IMPLEMENTATION STATEMENT

The Texas Large Network Package has been operational on the IBM 360 computer installation of the Texas Highway Department since January, 1969. It has been used extensively by the Texas Highway Department since that time.

Numerous additions, revisions and improvements have been implemented since the original transmittal. The cooperative research program between the Texas Highway Department and the Texas Transportation Institute has produced many research results which have been converted to a useable form through the preparation or modification of computer programs, and the programs have then been inserted into the Texas Large Network Package. Since research and development is dynamic in nature, this documentation will become obsolete as continuing research efforts produce new results to be implemented in the package.

## INTRODUCTION

The purpose of this manual is to provide data processing personnel with a link between the operating manual for the Texas Large Network Package and the programs contained in the package. This manual, therefore, assumes the working knowledge and understanding of the operating manual, and general familiarity with the terminology associated with both traffic assignment and computer science. Both the operating manual and the programs (with their own internal documentation) are each a form of documentation. The objective of this manual, therefore, is to provide intermediate levels of documentation between the operating manual and the actual program listings, thereby providing a logical sequence of levels of documentation through which one may proceed from the operating manual to the particular program listing(s) of interest.

This documentation, contained in Sections I - VII of this manual, is organized as follows:

- Section I, ORGANIZATION OF PACKAGE - This section explains the organization of the programs. It includes a complete list of the programs in the Large Package including the date of their latest revision; a chart of the overlay structure for the package; and a chart of the logical divisions into which the programs may be subdivided.
- Section II, LOGICAL DIVISIONS - This portion of the manual describes the functions and operations performed in each of the logical divisions. It explains the general organization of the programs
within that division and gives a brief description of the functions performed in each of the programs within that logical division. It is felt that the program descriptions provided for each of the logical divisions will be sufficient for the programmer to identify the particular program or programs in which he is interested while at the same time providing him with an understanding of how it relates to other programs within the package.
- Section III, PROGRAM CROSS-REFERENCE AND FLOWCHARTS - This section contains a cross-reference of calling programs versus programs called and the flowcharts (or program descriptions) associated with each individual program in the Small Network Package. The objective of the flowcharts is to provide the programmer with an overview of the operation of each individual program within the package. The level of detail contained in each individual flowchart is felt to be minimal for an understanding of the individual programs. It should also be noted that these flowcharts are intended to be used in conjunction with information contained in sections IV, $V$, and VI when reviewing or studying a particular program 1isting.
- Section IV, SIGNIFICANT VARIABLES AND ARRAYS - This section contains the significant variable, arrays, data structures and control variables used by the various subroutines.
- Section V, DATA SET FORMATS - This section contains formats for various intermediate data sets formed and/or used during the operation of the Large Network Package.
- Section VI, OTHER INFORMATION - This section contains additional information which is felt to be pertinent to the understanding of the programs contained in the Large Network Package. For example, this section contains an explanation of the procedure used in saving turning movements during the assignment process.
- Section VII, RECENT CHANGES AND MODIFICATIONS - This section is provided for information relative to changes which have been implemented since the original documentation, and therefore, serves an "update" function for this manual.

ORGANIZATIONOF PACKAGE OVERLAY STRUCTURE LOGICAL DIVISION STRUCTURE

The Texas Large Network Package is comprised of seventy-seven control sections. These control sections are listed in Table 1 along with the date of their latest revision. The diagram shown in Figure 1 illustrates the overlay structure in which all but two of the control sections operate. The two control sections (i.e., MAIN (Output Selected Links) and E35) are used to perform the user program option \$OUTPUT SELECTED LINKS which, because of core storage requirements, is run as a separate JOB.

LOGICAL DIVISION STRUCTURE

In order to explain the relationship between the control sections, they have been grouped into eighteen logical divisions as shown in Figure 2 (note that Logical Division 18 contains the control sections for \$OUTPUT SELECTED LINKS). The function (or functions) performed by each of the logical divisions is described in Section III of this manual. In addition, the sequence in which the programs are executed along with a brief description of each of the programs is included for each logical division. As can be seen from Figure 2, seven of the logical divisions contain only one control section and two of the divisions contain only two or three control sections. These small logical divisions were necessitated either by the highly specialized functions performed within them which could not readily be related to any of the other logical divisions or, in some instances because the logical division simply contains all the control sections needed to perform one of the user program

TABLE 1: CONTROL SECTIONS COMPRISING THE TEXAS SMALL NETWORK PACKAGE

| Program <br> Control Section | $\begin{gathered} \text { Revision } \\ \text { Date } \\ \hline \end{gathered}$ |
| :---: | :---: |
| ALCP | 11-10-71 |
| BLOCK DATA | 11-10-71 |
| CLOAD | $9=20-71$ |
| CLOSE | 9-20-71 |
| CMPVH | 11-10-71 |
| COPYFT | 8-30-71 |
| CRD | 3-31-71 |
| CRDINT | 3-31-71 |
| E35 | * |
| FMTLNE | 10-1-70 |
| FRATAR | 3-31-71 |
| FWTO | 10-1-70 |
| GETDAT | 10-1-70 |
| GETRN | 7-26-71 |
| GETRNS | 10-1-70 |
| GETVOL | 7-26-71 |
| GTLD | 11-10-71 |
| GTVL | 7-26-71 |
| ITOA | 10-1-70 |
| INITLI | 10-1-70 |
| LNKLST | 7-26-71 |
| LOAD | 9-20-71 |
| LOPS | 8-30-71 |
| MAIN | 7-26-71 |
| MAIN (for Output Selected Links) |  |
| MERG 1 | 10-1-70 |
| MOOR | 10-1-70 |
| MRGREC | 7-30-71 |
| NEWNET | 8-30-71 |
| OPENFT | 8-30-71 |
| OUTLLT | 8-30-71 |
| OUTNET | 8-30-71 |
| OUTRIP | 3-31-71 |
| OUTTRE | 10-1-70 |


| Program <br> Control Section | Revision <br> Date |  |
| :---: | ---: | ---: |
| OUTWLT |  | $7-26-71$ |
| PARAM |  |  |
| PATHCL | $10-1-70$ |  |
| PRPBLD | $10-1-70$ |  |
| PRPCTV | $7-26-71$ |  |
| PRPNET | $3-31-71$ |  |
| PTLNK | $3-31-71$ |  |
| REGRES | $10-1-70$ |  |
| RTPFL | $3-31-71$ |  |
| RTPLT | $3-31-71$ |  |
| SC | $7-30-71$ |  |
| SELECT | $3-31-71$ |  |
| SUBFND | $8-30-71$ |  |
| SUMEND | $10-1-70$ |  |
| SUMRY | $3-31-71$ |  |
| SVLOAD | $3-11-71$ |  |
| TIME | $7-26-71$ |  |
| TREBLD | $10-1-70$ |  |
| TRN | $10-1-70$ |  |
| TRNMV | $7-26-71$ |  |
| TRPCKM | $10-1-70$ |  |
| TURNM | $10-1-70$ |  |
| UNPKX | $10-1-70$ |  |
| UPDTNT | $10-1-70$ |  |
| VREC | $3-31-71$ |  |
| VSORT | $8-30-70$ |  |
| WGT | $10-1-70$ |  |
| WGTA | $7-26-71$ |  |
| WGTLD | $7-26-71$ |  |
| WRT | $7-26-71$ |  |
| WSL | $8-30-71$ |  |
| WTSGLN | $10-1-70$ |  |
| Overlay | $7-26-71$ |  |
| structure | $7-26-71$ |  |
|  |  |  |

Labeled Common Control Sections: ALLIGN, ARRAYS, CD, CAPRES, DELETE, FILES, HEADR, OUTDCB, SDATE, STOP, VOLTP

Library Subroutines: AXIS, DSQRT, EXP, LINE, LOG, NUMBER, PLOTS, SIN, SQRT, SYMBOL

[^0]Figure 1: Large Network Package Overlay Structure

figure 2: LARge Network package logical divisions

options described in the operating manual. On the other hand, it may be noted that logical division 16 contains twelve control sections. It is within this division that the network is loaded, and the loaded network is printed.

It should also be noted that a number of the programs have multiple entry points. To avoid possible confusion, these programs along with the names of their other entry points are listed in Table 2. The assembly language programs with multiple control sections are also listed in Table 2.

TABLE 2: PROGRAMS WITH MULTIPLE ENTRY POINTS OR MULTIPLE CONTROL SECTIONS

| PROGRAM | OTHER ENTRY POINTS OR CONTROL SECTIONS |
| :--- | :--- |
| CLOAD | LDSEL |
| GETVOL* | WGT**, WGTA**, GTVL** |
| ITOA* | ITOAB |
| LOAD* | CLOSE**, OPEN, WRITE, TRDCB |
| LOPS* | LGLS, LGRS, LANA, LORA, LEX, LANAD, LANAL, NBYTE, LBYTE, |
| MOOR* | MOORE, MINUS |
| PRPNET | ASMNET, REVNET |
| PTLNK* | GTLNK |
| WRT* | OPENFT**, CLOSFT |

[^1] **Control Section
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LOGICAL DIVISIONS AND USER PROGRAM OPTIONS DESCRIPTIONS OF LOGICAL DIVISIONS

## INTRODUCTION

The seventy-seven control sections comprising the Texas Large Network Package have been grouped for the convenience of discussion, into eighteen logical divisions. These logical divisions are not independent entities but are functional units or simply convenient groupings. There are three or more logical divisions associated with each of the program options available to the user except the \$OUTPUT SELECTED LINKS option.

The documentation functions served by this section are:

- To identify the logical divisions associated with each of the user program options.
- To describe the relationship (i.e., calling sequence) between the logical divisions with regard to each of the user program options.
- To describe the functions performed by each of the logical divisions.
- To provide the calling sequence of the subprograms within each logical division.
- To provide sufficient information regarding the operation of each of the subprograms within a logical division so that the particular program(s) of interest may be identified.

After having identified the particular program(s) of interest, the f1owcharts (contained in Section IV) used in conjunction with the information concerning significant variables and arrays (Section VI) should provide the next level of documentation.

A cross-reference of the logical divisions and the user program options is provided by Table 3. As can be seen from this table, three or more logical divisions are associated with each of the user program options (except \$OUTPUT SELECTED LINKS). It should likewise be noted that many of the logical divisions are associated with more than one of the user program options.

The relationships between each of the logical divisions under each of the user program options are illustrated in the following diagrams:
\$PREPARE NETWORK
\$ASSEMBLE NETWORK

\$REVISE NETWORK
$\begin{array}{ll}\text { Logical Division } 1 \longrightarrow \text { Logical Division } 2 \\ & \text { Logical Division } 8 \rightarrow \text { Logical Division } 3\end{array}$
\$OUTPUT NETWORK

Logical Division $1 \longrightarrow$ Logical Division 2

TABLE 3: CROSS-REFERENCE OF USER PROGRAM OPTIONS AND LOGICAL DIVISIONS

## LOGICAL DIVISIONS

| USER PROGRAM OPTIONS | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| \$PREPARE NETWORK | X | X | X |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |
| \$ASSEMBLE NETWORK | x | X | x |  |  |  |  | X |  |  |  |  |  |  |  |  |  |  |
| \$REVISE NETWORK | x | x | x |  |  |  |  | X |  |  |  |  |  |  |  |  |  |  |
| \$OUTPUT NETWORK | x | x |  |  |  |  |  |  |  | X |  |  |  |  |  |  |  |  |
| \$DELETE ASSIGNMENTS | x | x |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |
| \$PREPARE TRIP VOLUMES | x | x |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| \$OUTPUT TRIP VOLUMES | x | x |  |  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |
| \$BUILD TREES | x | x |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |
| \$LOAD NETWORK | x | x | x |  |  |  |  |  | x |  |  |  |  |  |  | x |  |  |
| \$LOAD SELECTED LINKS | x | x | x |  |  |  |  |  | x |  |  |  |  |  |  | x |  |  |
| \$ASSIGN SELF-BALANCING | x | X | x |  |  |  |  |  | X |  |  |  |  | x | X | x | x |  |
| \$OUTPUT SELECTED LINKS |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | X |
| \$PLOT ROUTE PROFILES | x | x | x |  |  |  | X |  |  |  |  |  |  |  |  |  |  |  |
| \$FRATAR FORECAST | x | x |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |
| \$SUM TRIP ENDS | X | X |  |  |  | X |  |  |  |  |  |  |  |  |  |  |  |  |
| \$MERGE | x | x |  |  |  |  |  |  |  |  |  | X |  |  |  |  |  |  |

\$DELETE ASSIGNMENTS

\$PREPARE TRIP VOLUMES

Logical Division $1 \sim$ Logical Division 2
\$OUTPUT TRIP VOLUMES

Logical Division $1 \rightarrow$ Logical Division 5
\$BUILD TREES

Logical Division $1 \longrightarrow$ Logical Division 2
\$LOAD NETWORK
\$LOAD SELECTED LINKS

Logical Division $1 \xrightarrow{\text { Logical Division } 2}$ Logical Division $16 \longrightarrow$ Logical Division 1

## \$ASSIGN SELF-BALANCING


\$OUTPUT SELECTED LINKS

Logical Division 18
\$PLOT ROUTE PROFILES

\$FRATAR FORECAST

\$SUM TRIP ENDS

\$MERGE


II-5

## DESCRIPTIONS OF LOGICAL DIVISIONS

The description of each of the logical divisions in the Texas Large Network Package has been divided into three sections. These sections describe the logical division's general function, the input/ output requirements, the control sections used, the sequence of subroutines called, and provide a brief description of each of the subroutines (or control sections).

The first section, entitled "General", briefly describes the functions or operations performed by the logical division. It also lists the input required, output produced, and the control sections used by the logical division.

The second section, entitled "Sequence of Subroutines Called", provides a diagram illustrating the sequence of subroutines called during the execution of the logical division. This section not only provides a convenient "trace back" capability but identifies those control sections which are subroutines executed within the logical division. In addition, when the given logical division calls another logical division, the diagram identifies both the logical division and the subroutine called within that logical division.

The third section is entitled "Descriptions of Individual Control Sections". This section contains a brief description of the function of each of the control sections contained in the logical division.

## LOGICAL DIVISION 1

## General

This division serves as the control program for the entire package. It first issues a call to Logical Division 2 (Subroutine GETDAT) to initialize the date. It also issues calls to Logical Division 2 (Subroutine $C R D$ ) to read and interpret control cards and unit control cards. The appropriate Logical Divisions are then called to perform the actions specified by the control cards. Because of the multiple usage of various logical divisions in the ASSIGN SELF-BALANCING process, the program MAIN also serves as the control program for this process. For convenience and efficiency, this division also contains small subroutines and labeled commons which are used by many of the other logical divisions. Input: None

Output: Prints the difference in time of day of when each program specified by a Control card started and when it ended. Also, subroutine WRT is called from other Logical Divisions to write unformatted data sets. Contro1 Sections: MAIN, TIME, CAPRES, FILES, HEADR, LOPS, ALLIGN, STOP, OUTDCB, DELETE, OPENFT, CLOSFT, TREBLD, WRT

## Sequence of Subroutines Called



## Descriptions of Individual Control Sections

ALLIGN: This labeled common forces a half word array used by subroutine MRGREC to a full word boundary.

DELETE: This labeled common contains one word used to sum the number of errors in the programs PREPARE NETWORK, ASSEMBLE NETWORK, and REVISE NETWORK.

OUTDCB: This labeled common has two arrays containing the data control blocks built by subroutine OPENFT.

STOP: This labeled common is not needed.

TIME: This subroutine returns the time of day in units of $\frac{1}{100}$ of a second.

CAPRES: This is a labeled common which is used by ASSIGN SELF-BALANCING.

FILES: This is a labeled common in which the variable unit numbers are stored.

HEADR: This is a labeled common used to store the date and the header from the last $\$ H E A D R$ card read.

LOPS: This is a control section which contains 13 function subroutines which are used for bit manipulation for packed data by other logical divisions.

MAIN: This is the main program for the entire package. Initially it issues calls to GETDAT (in Logical Division 2) and TIME to get the date and time the program began execution. It then performs the following steps iteratively (Until a \$STOP control card is encountered or an end of data set is encountered on unit 5):

- A call is issued to subroutine CRD (in Logical Division 2) to read and interpret a control card.
- The appropriate subroutine(s) are called to execute the program specified by the control card.
- A call is issued to subroutine TIME to get the time of day.
- The time used by the execution of the program is calculated and printed.

OPENFT: This is an assembly language subroutine to open a FORTRAN type DDname. The DCB is built in one of two areas (specified by either a 1 or a 2 as the first argument) in the control section OUTDCB. The FORTRAN unit number is specified by the second argument and the DDname used is FTXXF001 where the XX is the integer from the second argument. The data set is opened twice. The first time it is opened the DCB information from the DD card is obtained and the data set is closed. The spanned code is then removed from the DCB in core and the data set is reopened. For this reason the RLSE subparameter should not be used in the SPACE allocation parameter on data sets which are used as unit NETWORK, unit NEWNET, or unit ROUTE because the primary extent is all released except for 1 track when the first CLOSE macro is executed by subroutine OPENFT.

CLOSFT: This subroutine closes the data set whose DCB is in the OUTDCB control section. The $D C B$ is indexed by either a 1 or a 2 which is the argument in the call to CLOSFT.

WRT: This subrouting writes one logical record on the unit which is pointed to by the "opened" DCB in CSECT OUTDCB. The DCB is indexed by either a

1 or a 2 as the first argument in the call to subroutine WRT. The logical record written may be made up of one or more record segments. This subroutine uses the PUT macro with the locate mode to get the address of each new record segment. The rest of the calling sequence of subroutine WRT is variable and is made up of a variable number of arguments which are in groups of arguments that correspond to an implied DO loop in a FORTRAN write. The first item of a group indicates by its sign whether the variables are half words or full words. If the sign is minus the arguments are half words. If the sign is positive they are full words. The absolute value of the first item of each group is the number of variables or array names in the group. The second item in the group is the number of implied DO loop iterations $M$ that should be used to transmit the array (s). The next $|N|$ arguments are the arrays or variables. Only the array or variable items are transmitted. If $M$ is greater than 1 , a loop is set up in which the addresses (from which data is being moved) are incremented by a constant at the bottom of the loop. If N is negative, the constant is set to 2 ; and if $N$ is positive, the constant is set to 4 . The loop is executed $M$ times. There may be as many groups in the call as are necessary provided that the total number of arguments in a call to subroutine WRT does not exceed the limits for the FORTRAN compiler being used for the FORTRAN calling subroutine.

TREBLD: The entry ABEND in this subroutine prints the message ERROR followed by the integer identification code which is passed to it through the arguments.

## LOGICAL DIVISION 2

## General

This division is called by Logical Division 1. Although it contains the routine used to initialize the date, its primary purpose is to read and interpret control cards and unit control cards. When a unit control card is read, the appropriate variable unit number in labeled common FILES is changed. When a $\$ \mathrm{HEADR}$ card is encountered, the contents of columns 7 - 80 are placed in the array in the labeled common HEADR. If an invalid control card or unit control card is read, an error message is printed and the job is terminated. When a valid control card (other than a \$HEADR card) is read, this division returns an integer which identifies the control card read.

Input: Control cards and unit control cards on Unit 5.
Output: Prints all valid and invalid control cards and unit control cards. Variable unit numbers are printed if any were changed by a unit control card.

Control Sections Used: CRD, PARAM, GETDAT, SDATE

Sequence of Subroutines Called


## Descriptions of Individual Control Sections

CRD: This subroutine reads control cards and unit control cards and sets an integer which is returned to the main program indicating the
control card encountered. When a unit control card is encountered, the subroutine PARAM is called. After returning from PARAM, another control card is read. When a $\$ \mathrm{HEADR}$ card is encountered, the information in columns 7 - 80 is placed in the HEADR labeled common and another control card is read. If an invalid control card or unit control card is encountered, an error message is printed and the job is terminated.

PARAM: This subroutine interprets unit control cards read by CRD and changes the variable unit numbers specified in the FILES labeled common.

GETDAT: This subroutine gets the date from the operating system with a TIME macro and converts it to a twelve byte literal in the form: XXX YY, ZZZZ
where:

$$
\begin{aligned}
\mathrm{XXX} & =\text { abbreviation of the month ( } 3 \text { bytes) } \\
\mathrm{YY} & =\text { day of the month (2 bytes) } \\
\mathrm{ZZZZ} & =\text { year ( } 4 \text { bytes) }
\end{aligned}
$$

This subroutine is called by the program MAIN.

SDATE: This labeled common contains the date of the last modification to the package and it is printed in a message after every control card recognized by subroutine CRD.

## LOGICAL DIVISION 3

## General

This division contains the subroutine VSORT which performs an in-core sort. It is used by Logical Divisions 7, 8, and 9.

Input: Unsorted data in core in records of from 1 to 256 bytes/record. Output: Sorted records in core.

Control Sections Used: VSORT

Sequence of Subroutines Called

Logical Division (7, 8, or 9) $\longrightarrow$ VSORT

## Descriptions of Individual Control Sections

VSORT: This subroutine sorts records in core. The first argument in the calling sequence is the address of the array of records to be sorted. The second argument is the number of records. The third argument is the length of each record in bytes (must be between 1 and 256 bytes). The fourth argument is the length of the sort key in bytes (must be between 1 and 256 bytes) which can not be longer than the record length. The sort key starts at the first byte of the record. The sort key is treated as an unsigned binary number and the records are sorted into ascending order on the sort keys.

LOGICAL DIVISION 4

## General

This division is called by the program MAIN (in logical Division 1). It inputs the card trip volume records; checks to see that they are in ascending order on origin and destination zones; and builds a trip matrix which is outputted on unit CTVOUT.

Input: Parameter card on unit 5, card trip volume records on unit CTVIN. Output: Trip matrix on unit CTVOUT. Control Sections Used: PRPCTV, SUBFND, VOLTP

Sequence of Subroutines Called

## PRPCTV $\longrightarrow$ SUBFND

## Descriptions of Individual Control Sections

PRPCTV: This is the main part of the code for this logical division. It reads the parameter card which specifies the volume field (of the three available) to be used. This parameter card also specifies the number of subnets and the first and last zone of each subnet.

After the parameter card is read, the trip volume records are read. The program checks for records which are out of sort with regard to the origin and destination zone numbers. It also checks to see that both zones are in the zone ranges specified for the subnets by calling subroutine SUBFND, and checks for duplicate origin and destination zone numbers. It writes a trip matrix on unit CTVOUT of those trips for which there were no errors.

SUBFND: This subroutine determines the subnet containing the origin zone and the subnet containing the destination zone. It then verifies that both the origin and destination zone numbers are within the zone ranges specified on the parameter card.

VOLTP: This is a labeled common area used by subroutine PRPCTV.

## LOGICAL DIVISION 5

## General

This logical division is called by the program MAIN (in logical Division 1) and performs the \$OUTPUT TRIP VOLUMES program. It essentially prints the trip matrix contained on Unit CTVOUT.

Input: Unit CTVOUT.
Output: Printed trip matrix. Control Sections used: OUTRIP

Sequence of Subroutines Called

Logical Division 1 (MAIN) $\longrightarrow$ OUTRIP

Descriptions of Individual Control Sections
OUTRIP: This subroutine reads a trip matrix from unit CTVOUT and prints it with each origin zone starting on a new page. It prints 10 destination volumes per line. The zone numbers printed run from the first zone number for a subnet to the last zone number for that subnet in groups of 10. If a group of ten destination volumes are all zero, they are not printed. The origin zones are considered in sequential order.

## Genera1

This division is called by the program MAIN (in Logical Division 1) and performs the $\$$ SUM TRIP ENDS program.

Input: Trip matrix on unit CTVOUT.
Output: A printed table.
Control Sections Used: SUMEND

Sequence of Subroutines Called
Logical Division 1 (MAIN) $\longrightarrow$ SUMEND

Descriptions of Individual Control Sections
SUMEND: This subroutine performs a summation of a trip matrix by rows and columns exclusive of the diagonal elements (i.e., the intrazonal volumes). The number of non-zero trip volumes are also counted. A table is then printed containing a summary of the trip volume characteristics for each zone.

## General

This division is called by the program MAIN (in Logical Division 1) for the $\$ P L O T$ ROUTE PROFILES program. It prints the route profiles from a previous run of LOAD NETWORK, LOAD SELECTED LINKS, or ASSIGN SELF-BALANCING. It also prepares calcomp plots of the routes with assignments, counts or link capacities specified.

Input: Unit ROUTE, parameter cards to specify routes and assignments. Output: Printed route profiles of all routes and a calcomp plot tape. Control Sections Used: RTPLT, SC, and calcomp subroutines.

Sequence of Subroutines Called


## Descriptions of Individual Control Sections

RTPLT: This subroutine reads the route parameter card specifying which routes are to be plotted. It then reads the parameter card specifying which assignments, counts or capacities are to be plotted. It then reads the ROUTE data set and prints the route profiles and plots those which have been specified.

SC: This subroutine is used to round the scaling factor.

## LOGICAL DIVISION 8

General

This section basically performs the following functions:

- \$PREPARE NETWORK
- \$ASSEMBLE NETWORK
- \$REVISE NETWORK

Input: Link data cards or link data revision cards from the INLNK data set. Output: New or revised Flexible Record Data Set on the NETWORK data set. Control Sections Used: PRPNET, PTLNK, NEWNET, VREC, MRGREC, and COPYFT. Sequence of Subroutines Called
\$PREPARE NETWORK
PRPNET (entry point PRPNET) $\longrightarrow$ NEWNET $\longrightarrow$ VREC
\$ASSEMBLE NETWORK
PRPNET (entry point ASMNET) $\longrightarrow$ NEWNET $\longrightarrow$ VREC
\$REVISE NETWORK
PRPNET (entry point REVNET) $\longrightarrow$ NEWNET $\longrightarrow$ MRGREC $\longrightarrow$ COPYFT

Descriptions of Individual Control Sections

PRPNET: This is the control program for this section and defines storage for the arrays and variables to be shared by the other programs in this section.

PTLNK (and GTLNK): Commonly called "Put Link" or "Get Link," this program has two entry points (i.e., PTLNK and GTLNK). It is a utility program
which packs and unpacks the 22 -byte records used to save the information from link data cards. This is the format in which the one-way links are sorted and are written on units 3 and 11.

NEWNET: Basically, this program inputs, sorts, and edits the link data cards. Due to array limitations, this program will input and sort up to approximately 6667 link data cards (recall that each link data card produces 2 link records). This program will handle up to 3 groups of approximately 6667 link data cards each with the first two sort groups saved on disks and the last saved in core. These groups are later merged by VREC. This program also outputs any node names on logical unit 4. This program also performs some preliminary edit checks to determine the validity of data. The preliminary edit checks include:

- Node number in range (i.e., $1 \leq$ node number $\leq$ last Freeway Node Number)
- Valid time or speed code (i.e., T or S)
- Valid directional code (i.e., $0,1,+,-$ )
- Calculates either time or speed and determines if impedance is less than or equal to 10.23 "minutes."

VREC: This program performs the following functions:

- If there are more than one set of sorted link data records produced in NEWNET (i.e., more than approximately 6667 link data cards), the links are then merged.
- Performs various edit checks which includes:
a. Check for duplicate links
b. Check to determine if each node appears to be properly connected to network (Note: basically this only checks to see that each link is connected to another node. It does not check for network fragmentation since this can presumably be found by building test trees).
- Prepares and outputs "Flexible Record Data Set."
- Also inputs and merges 22-byte link records with link records in core if there were more than 6667 link data cards.

MRGREC: Essentially this is just a modified version of VREC for the \$REVISE NETWORK. It performs the same functions as VREC except it can merge up to 4 data sets instead of 3 (the additional data set is the old Flexible Record Data Set which is being revised).

COPYFT: Again, this program is only used in conjunction with \$REVISE NETWORK and performs the following functions:

- Updates the field in the Flexible Record Data Set which contains the number of one-way links.
- Copies the Flexible Record Data Set in VB instead of VBS record format (note: FORTRAN unformatted WRITE requires either VS or VBS).


## General

This section reads the Flexible Record Data Set from the unit NEWNET and produces the following tables:

- Cross Classification of V/C Frequencies from Last Two Assignments
- Cross Classification of Link Counts by V/C Ratio from Last Two Assignments
- Jurisdiction Summary
- Jurisdictiona1/Functional Cross Classification of Assigned Volumes
- Jurisdictional/Functional Cross

Classification of Counted Volumes

- Jurisdictional/Functional Cross

Classification of Link Capacities

- Comparison of Assigned Volumes with Counted Volumes
- Comparison of Assigned Volumes with Link Capacities
- Comparison of Assigned Volumes (from last assignment) with Assigned
Volumes (from assignment before last)
- Iteration Weighting-Multiple

Regression Analysis

- Link Volumes
- Iteration Weights Applied
- Corridor Intercept Tables
- Route Profiles
- List of Volumes and Impedances for Updated Links

Some of these tables are printed only when certain conditions are met (see section on OTHER INFORMATION).

Input: Unit NEWNET.
Output: The tables listed in the general section above and Unit ROUTE.
Control Sections: SUMRY, CD WGTLD, GTLD, CMPVH, REGRES, CRDINT, ALCP, RTPFL

Sequence of Subroutines Called
\$LOAD NETWORK and
\$LOAD SELECTED LINKS

\$ASSIGN SELF-BALANCING (iterations 1 - 5, and the calculated weighted assignment if "WGT" is specified on the *TURN card)

\$ASSIGN SELF-BALANCING $\begin{aligned} & \text { (Weighted assignm } \\ & \text { impedances if " } \\ & \text { *TURN card, othe } \\ & \text { assignment) }\end{aligned}$
GULD
CMPVH $\longrightarrow$ RRDINT
\$ASSIGN SELF-BALANCING (after last iteration)

Logical Division $1 \longrightarrow$ WGTLD

SUMRY: This is the control program for the summaries produced after an assignment. The subroutines called by SUMRY are determined by three logical variables. One of the logical variables, SUM, if true causes GTLD to produce a weighted assignment on unit NETWORK and produce all tables and comparisons from this weighted assignment. Subroutine ALCP is only called if logical variable RES is true. If logical variable RTP is false, then the corridor intercept and route profile tables are skipped.

GTLD: This subroutine prints the V/C cross classification table if there are two or more assignments on unit NEWNET. It computes the summations necessary for the tables printed by subroutine CMPVH and for the curve fit printed by subroutine ALCP. It saves corridor intercept information in core in labeled common CD. It writes route profile records on Unit ROUTE. If logical variable SUM is true, GTLD calculates weighted directional volumes and updates the flexible data record writing it on unit NETWORK. All comparisons and tables are made from the weighted directional volumes if $S U M$ is true.

CMPVH: This subroutine prints the Jurisdiction Summary or the Jurisdictional/FUNCTIONAL Cross Classification Tables and the three Comparison of Assigned Volumes with link volumes, Counted volumes and Capacities.

REGRES: This subroutine performs a linear regression analysis and prints the results of this analysis.

CRDINT: This subroutine calls VSORT (which sorts the corridor intercept records) and prints the corridor intercept tables.

ALCP: This subroutine performs a multiple regression analysis to determine the iteration weighting for the ASSIGN SELF-BALANCING process and prints the results of this analysis. Only the links with a non-zero count (or capacity depending on which is specified) are considered and centroid connectors are ignored. The count (or capacity) is the dependent variable and the assigned directional volumes from each of the iterations are the independent variables in the analysis.

RTPFL: This subroutine reads the route profiles from unit ROUTE and prints the route profile tables.

CD: This is a labeled common area used to save the corridor intercept records when GTLD is run until subroutine CRDINT runs.

LOGICAL DIVISION 10

General

This division is called by the program MAIN and performs the \$OUTPUT NETWORK program.

Input: Unit NETWORK.

Output: Printed network description.
Control Sections Used: OUTNET and FMTLNE.

Sequence of Subroutines Called

OUTNET $\longrightarrow$ FMTLNE

Descriptions of Individual Control Sections
OUTNET: This subroutine writes the page headings and calls subroutine FMTLNE to format each line of the network. It reads the link records from unit NETWORK and calls subroutine FMTLNE to format this data for from 1 to 4 links per line. This subroutine prints 50 nodes per page. If a whole page of node numbers to be printed are not included in the network (i.e., they have no connecting nodes), the printing of the page is suppressed. The data for a link that is printed is ANODE, BNODE, jurisdiction, shaft, arrow, link speed, link distance and link impedance. The link impedance printed is the link impedance which will be used if this flexible data record is used as unit NETWORK when the next assignment or BUILD TREES is run.

FMTLNE: This subroutine formats the link data of from one to four links with the same ANODE to be printed on one line. If a link is a dummy one-way link the literal ONE-WAY is printed for it along with its BNODE and the other data for this link is not printed.

General
This division is called by the program MAIN (in Logical Division 1) and performs the \$FRATAR FORECAST program.

Input: Parameter card and growth factor cards on unit 5 and trip matrix on unit CTVOUT.

Output: Unit FRATAR. (Variable unit number CTVOUT is set equal to unit FRATAR after the program is run.) A table of iteration growth factor frequencies is also printed for each iteration. Control Sections Used: FRATAR

Sequence of Subroutines Called

Logical Division 1 (MAIN) $\longrightarrow$ FRATAR

Descriptions of Individual Control Sections
FRATAR: This subroutine reads a deck of zonal growth factors and uses Fratar's method of successive approximations to generate a forecasted trip matrix. Each approximation constitutes one iteration; the number of repetitions is governed by either an iteration limit or a deviation limit.

This division is called by the program MAIN (in Logical Divison 1) and performs the $\$ M E R G E$ program. It can be used to merge from two to six trip matrices.

Input: Units MERGIN(1) to MERGIN(N) (where $N$ is between 2 and 6)

Output: Unit MRGOUT

Contro1 Sections Used: MERG

Sequence of Subroutines Called

Logical Division 1 (MAIN) $\longrightarrow$ MERG

Descriptions of Individual Contro1 Sections
MERG: This subroutine reads a merge parameter card which specifies the number of data seṭs to merge. The MERGIN and MRGOUT units must have previously been specified on a unit control card. The parameter records from these data sets are examined and the first zone of each subnet must be the same. If any are different, an error message is printed and the program stops. The largest last zone of each subnet is used for the merged trip matrix which is written on MRGOUT. Then the trip matrices are summed and written on unit MRGOUT.

## General

This division is called by Logical Division 1 and uses the WRT subroutine in Logical Division 1. It basically performs the \$DELETE ASSIGNMENTS PROGRAM. As may be recalled, the \$DELETE ASSIGNMENTS program can delete up to 20 assignments from the NETWORK data set and can also replace the impedances to be used on the next assignment with the impedances used on any previous assignment (even if the assignment is being deleted), or it can modify the impedances according to the impedance adjustment function. The WRT subroutine is used to output the flexible record data set in the desired record format type (i.e., V or VB ).

Input: Old flexible data record (unit 12), and DELETE ASSIGNMENTS parameter cards from unit 5 (i.e., *IMPEDANCE, *ADJUST, *DELETE, and *END cards).

Output: Updated flexible data record (unit NETWORK). Control Sections: UPDTNT

## Sequence of Subroutines Called

UPDTNT $\longrightarrow$ WRT (Logical Division 1)

## Descriptions of Individual Subroutines

UPDTNT: This subroutine basically performs the functions of the \$DELETE ASSIGNMENTS program. The specific functions performed are, of course, determined by the parameter cards supplied by the user (i.e., the *IMPEDANCE, *ADJUST, *DELETE, and *END cards). It should be noted
that the last parameter card must be the *END card. It should further be noted that if the *END card is the only parameter card provided then the flexible record data set will simply be copied on unit NETWORK.

The WRT subroutine (in Logical Divisionl) is used to write the records (of the flexible record data set) on the unit NETWORK using the record format type V or VB . The WRT subroutine changes the record format type specified in the DCB parameter of the DD card for the unit NETWORK as either VS or VBS to V or VB respectively. Effectively, OPENFT removes the span parameter, $S$, from the DCB. This was implemented to avoid problems caused by the FORTRAN Input/Output requirements of certain versions of the Operating System.

## General

This division prints the links which have non-zero count or capacity fields (whichever has been specified) during the \$ASSIGN SELFBALANCING program. The directional link volumes and the link impedance are listed for each iteration and for the calculated weighted assignment and the optional assignment made with the weighted impedances. The count or capacity field is also listed.

Input: Flexible record data set on unit NEWNET. Output: Printed list of links with link volumes and impedances for which the link count or link capacity field, whichever was used, is non-zero.

Control Sections Used: LNKLST.

Sequence of Subroutines Called

## Logical Division 1 (MAIN) $\longrightarrow$ LNKLST

Descriptions of Individual Control Sections
LNKLST: The function of this subroutine is listed in the general section above.

## General

This section performs the \$BUILD TREES function. It is also used to perform part of the \$ASSIGN SELF-BALANCING function.

Input: *TURN card, *TREE cards, unit NETWORK and possibly unit 49 (the old Paths data set) if the COPY option is on the *TURN card. Output: Printed trees specified, Paths data set, and unit SEPARAT, the separation matrix.

Control Sections Used: PATHCL, ARRAYS, INITL1, PRPBLD, MOOR, FWTO, ITOA, TRPCKM, OUTTRE, WSL, and Logical Division 1.

Sequence of Programs Called


Descriptions of Individual Control Sections
PATHCL: This is the control subroutine for this division. It defines arrays used by subroutines called from this division. It reads the network into core from unit NETWORK and changes it to the form used by the tree builder subroutine. It controls the building of trees, the printing of trees, the packing of the paths, and writes the Paths data set and the separation matrix data sets.

ARRAYS: This is a labled common which contains most of the storage used by subroutine PATHCL.

INITL1: This subroutine checks to see that all turn type codes read are valid and also checks the number of the nodes in the network. This subroutine is not used.

PRPBLD: This subroutine reads the *TURN card and the *TREE cards which specify the turn penalty and the trees to be built and printed. The COPY parameter is also specified on the *TURN card if it is used. MOOR: This control section builds one minimum path tree each time it is called. Its entry point is MOORE.

FWTO: This subroutine prints one line on the computer operators console each time it is called. It is called at approximately five-minute intervals during the tree building process and identifies the trees built during that period.

ITOA: This subroutine converts a binary interger to EBCDIC format for printing.

TRPCKM: This subroutine packs an array of path indices from 16 bit integers to ten 3 bit integers per word. The control sections also contains the entry point TEST which checks to see that an array of packed path indices contains no indices of 6 . OUTTRE: This subroutine prints one tree each time it is called. WSL: This subroutine writes a record of separations for one tree for the centroids only.

## LOGICAL DIVISION 16

General
This section performs the loading of trees and printing of the loaded network function for the following user program options:

- \$LOAD NETWORK
- \$LOAD SELECTED LINKS
- \$ASSIGN SELF-BALANCING

Input: Flexible Record data set (unit NETWORK), Paths data set (Unit 50), and parameter cards for LOAD SELECTED LINKS if it is run. The parameter cards for LOAD SELECTED LINKS are *ALL, *LINKS, *NONE, *SEL, and *END. Output: New Flexible Record data set (unit NEWNET), printed loaded network, and Selected Interchanges data set (DD name SELTRP) if LOAD SELECTED LINKS is run. Control Sections Used: CLOAD, CLOSE, LOAD, UNPKX, SELECT, SVLOAD, GETVOL, GTVL, OUTLLT, TURNM, GETRNS, and TRNMV.

Sequence of Programs Called
\$LOAD NETWORK

\$LOAD SELECTED LINKS

\$ASSIGN SELF-BALANCING


Descriptions of Individual Control Sections
CLOAD: This subroutine controls the execution of this logical division. It reads the network from unit NETWORK and modifies this to the format needed for the LOAD subroutine. It initializes the directional link volume array and the turn volume array to zero. It calls subroutine SELECT if it is a LOAD SELECTED LINKS run. It reads the trip matrix and the paths data sets. These are assumed to be in sort on the origin zones. It calls subroutine LOAD to load trips in the network if there is both a tree record and one or more trip records for an origin zone. After the network is loaded CLOAD calls subroutine SVLOAD to save the loaded network on unit 3 if an ASSIGN SELF-BALANCING run is in iteration 1 thru 5. CLOAD then calls subroutine OUTLLT to print the loaded network. CLOSE: This subroutine closes data set SELTRP.

LOAD: This subroutine loads a trip record by adding each trip interchange volume to all of the directional link volumes in the path connected between the origin and destination zones of the trip interchange. Some turn volumes are also summed in this process. This subroutine also writes a record on unit SELTRP for each selected link crossed in loading each trip interchange volume.

UNPKX: This subroutine unpacks the path indices and places them in half words.

SELECT: This subroutine reads the parameter cards of LOAD SELECTED LINKS. For each *SEL card it writes one record on unit SELTRP and it marks both of the one-way directional links as selected. This subroutine also reads one of the following parameter cards: *ALL, *LINKS or *NONE. If the *LINKS card is read, this subroutine sets all turn codes in core to 28. If the *NONE card is read, a logical variable is set to specify that the loaded network will not be printed.

SVLOAD: This subroutine writes the directional link volumes twice on unit 3 and the turn volumes also on unit 3 . It also sets up segment sizes for the network which are small enough so that a segment of the loaded network may be summed in core using the weights calculated for ASSIGN SELF-BALANCING. The first set of link volumes written for each segment are in the same order as the links in the network. Each of the second set of the link volumes is in the reverse direction of the links in the network.

GETVOL: This subroutine gets a group of link volumes between two integer indexes and places them in a full word array. GTVL: This subroutine gets a group of link volumes which are the reverse direction of those obtained for GETVOL. It also places these link volumes in a full word array.

OUTLLT: This subroutine controls the printing of the loaded network. It prints page headings, calls subroutine TURNM to get the link volumes and turn volumes for a node and formats the directional link volume, nondirectional link volumes, and turn volumes.

TURNM: This subroutine gets the directional volumes, nondirectional volumes, and turn volumes saved. It also calculates the other turn volumes and marks which turn volumes should not be printed because of one-way links. GETRNS: This subroutine gets the turn volumes which were saved and places them in the turn volume matrix.

TRNMV: This subroutine adds two indices together and gets the assigned volumes indexed by the sum from a half word array. If the half word is negative, it is a flag and an index and this index is used to get the actual volume from a full word array.

General

This section is used when ASSIGN SELF-BALANCING is run to calculate a weighted assignment.

Input: Unit NETWORK and unit 3.
Output: Unit NEWNET and the printed weighted loaded network. Control Sections Used: WTSGLN, OUTWLT, GETRN, WGT, and WGTA.

Sequence of Programs Called:


## Descriptions of Individual Control Sections

WTSGLN: This subroutine reads unit 3 and using the weights for each iteration sums up the weighted directional link volume, reverse directional link volumes, and turn volumes for one segment in core. It then rewinds unit 3 and calls subroutine OUTWLT to print this segment of the loaded network. It repeats the above steps for other segments. The line counter used by subroutine OUTWLT to print page headings is only initialized for the first call to OUTWLT.

OUTWLT: This subroutine prints the loaded network for one segment of the loaded network. It calles subroutine TRN to calculate the turn volumes for one node. It reads the node numbers and the node names from unit NETWORK and it writes the updated Flexible Record with the weighted assignment volumes added on unit NEWNET.

TRN: This subroutine gets the weighted directional volumes the weighted nondirectional volumes, and the weighted turn volumes saved. It also calculates the other weighted turn volumes and marks which turn volumes should not be printed because of one-way links. GETRN: This subroutine gets the weighted turn volumes which were saved and places them in the turn volume matrix. WGT: This subroutine multiplies a group of volumes by an integer percent and places the results in another array. WGTA: This subroutine multiplies a group of volumes by an integer percent and adds the results into another array.

## General

This division prints the selected links output (i.e., the output from $\$ 20 A D$ SELECTED LINKS). This division is unique in that it must be a separate job (or at least 3 job steps) because it uses the IBM sort program twice.

Input: Selected links data set SELTRP.
Scratch: First and second sorted data sets SORTOUT.

Output: Printed listing for each selected link of the zone pair trip interchanges assigned to the selected link.

Programs used: The IBM Sort/MERGE program, the exit program E35, and a Fortran program to list the selected links and the trip interchanges loaded through them (i.e., MAIN).

Sequence of Program Execution:

| JOB | JOB | JOB |
| :--- | :---: | :--- |
| STEP 1 | STEP 2 | STEP 3 |
| IBM SORT | IBM SORT | MAIN (List Selected Links) |

E 35

Summary of Individual Programs
IBM Sort/Merge Package: Refer to the OS Sort/Merge Programmer's Guide, SC 33-4007-1.

E35: This subroutine is called during JOB STEP 1 by the IBM Sort program.
It combines the trip interchange records for each zone pair associated with a given selected link thereby reducing the number of records to be
sorted during JOB STEP 2. The combined trip interchange record, which is outputted for each zone pair interchanging trips through a selected link, contains both the directional and nondirectional zone pair trips through the selected link. The total nondirectional trip volume assigned to a selected link is also computed and outputted as a separate record. (During JOB STEP 2, the combined interchange records are sorted using the two sort keys: selected link number and nondirectional trip volume.) MAIN (List Selected Links): This is a Fortran program which reads the combined trip interchange records for the selected links (which were sorted during JOB STEP 2 using the keys: Selected link index number and nondirectional zone pair volume) and prints the interchanges assigned to each selected link (in descending order of magnitude of the nondirectional volumes) until either a limit parameter has been satisfied or until all interchanges have been printed.


PROGRAM CROSS-REFERENCE AND FLOWCHARTS CROSS-REFERENCE OF PROGRAMS FLOWCHARTS

## CROSS-REFERENCE

OF PROGRAMS

A complete cross-reference of calling programs versus programs called is provided in Table 4. This cross-reference serves both to identify all programs used by a given calling program and to, conversely, identify all calling programs which utilize a given program.

This cross-reference should prove especially useful when considering the modification of a program. For example, if modification is desired in OPENF'T when used in conjunction with GTLD, a quick reference to Table 4 indicates that OPENFT is also called by OUTLLT, UPDTNT, and VREC. Therefore, any modifications in OPENFT should be compatible with all four calling programs.

## TABLE 4: CROSS-REFERENCE OF CALLING PROGRAMS VERSUS PROGRAMS CALLED

calling program


## TABLE 4：（continued）

CALLING PROGRAM

| PROGRAMS CAILED | $\left\lvert\, \begin{gathered} 9 \\ \text { 路 } \\ \text { a } \end{gathered}\right.$ | $\left\lvert\, \begin{aligned} & 1 \\ & 8 \\ & 4 \end{aligned}\right.$ | 気 | $\begin{aligned} & 2 \\ & \frac{2}{3} \\ & 0 \end{aligned}$ | $\left\{\begin{array}{c} 2 \\ \frac{2}{2} \\ 2035 \end{array}\right.$ | $9$ |  | $\begin{aligned} & \underset{y}{c} \\ & \underset{y}{y} \\ & \underset{y y y}{\mid c} \end{aligned}$ | $\left\|\right\|$ | $3$ | $\left\|\begin{array}{c} -1 \\ e \\ 2 \\ z \end{array}\right\|$ | $\begin{array}{\|c} \text { 芻 } \\ \text { 3 } \end{array}$ |  | $\frac{z}{2}$ | $\begin{gathered} 0 \\ \\ \hline \end{gathered}$ |  | $\mid$ | 曷 | 賓 | $\stackrel{\rightharpoonup}{1}$ |  | 氐 | $\begin{aligned} & \text { 曷 } \\ & \text { R } \end{aligned}$ | $\left.\begin{gathered} \underset{\omega}{9} \\ \stackrel{y}{c} \\ \stackrel{9}{2} \end{gathered} \right\rvert\,$ | $\begin{aligned} & \text { 苞 } \\ & 0 \\ & 0 \\ & \text { a } \end{aligned}$ | $\left\|\begin{array}{c} 9 \\ \frac{9}{2} \\ \frac{2}{2} \\ \hline \end{array}\right\|$ |  |  | 受 | $\left\lvert\, \begin{gathered} x_{2}^{2} \\ x \end{gathered}\right.$ | $\left\|\begin{array}{c} 1 \\ \underset{y y y}{*} \\ \underset{y y}{*} \end{array}\right\|$ |  | $\left\|\begin{array}{c} \text { ⿹ㅕㄹ } \\ \text { 完 } \end{array}\right\|$ | 晈 | $\left\lvert\, \begin{gathered} \text { 关 } \\ \text { 券 } \end{gathered}\right.$ | $\begin{aligned} & 9 \\ & 0 \\ & 3 \\ & 3 \end{aligned}$ |  | z | 苞 | $\begin{gathered} \text { 号 } \\ =5 \end{gathered}$ | $\begin{aligned} & 5 \\ & \substack{2 \\ \vdots \\ E} \end{aligned}$ | 苞 | $\underset{y}{9}$ |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| OPENFT |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  | x |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | $\underset{\sim}{1}$ | K |  |  |
| OUTLLT |  |  |  | x |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| OUTNET |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| OUTRIP |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| OUTTRE |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| OUTWLT |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | S |
| PARAM |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| PathCl |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| PLOT |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |
| PLOTS |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |
| PRPBLD |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| PRPCTV |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| PRPNET |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| PTLNK |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| REGRES |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| REVNET |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| RTPFL |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | $x$ |  |  |  |  |  |  |  |  |  |
| RTPLT |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SBYTE |  |  |  | x |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |
| Sc |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SELECT |  |  |  | x |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SQRT |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SUBFND |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SUMEND |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SUMRY |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SVLOAD |  |  |  | $x$ |  |  |  |  |  |  |  | $x$ |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SYMBOL |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |
| TEST |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| TIME |  |  |  | x |  |  |  |  |  |  |  | x |  | x |  |  | z |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| TRN |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| TRNMV |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |
| TRPCKM |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| TURNM |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| UNPKX |  |  |  | x |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| UPDTNT |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| VREC |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| VSORT |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  | $x$ | x |  |  |  |  |  |  |  |  |  |  |  |  |  |
| WGT |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | $x$ |
| WGTA |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |
| WGTLD |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| WRITE |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |
| WRT |  |  |  |  |  |  |  |  |  | X |  |  |  |  |  |  |  | x |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | X | X |  |  |
| WSL |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | x |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| WTSGLN |  |  |  |  |  |  |  |  |  |  |  |  |  | $\underline{X}$ |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

## FLOWCHARTS

The following are the flowcharts associated with the significant subroutines in the Large Network Package. For convenience, these flowcharts are in alphabetical order.

The objective of the flowcharts is to provide the programmer with an overview of the operation of each individual program. The level of detail contained in each flowchart is felt to be minimal for such an understanding. It should also be noted that these flowcharts are intended to be used in conjunction with information contained in sections V and VI (and, in some instances, section VII) when reviewing or studying a particular program 1isting.
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SIGNIFICANTVARIABLES AND ARRAYS

LABELED COMMON
DESCRIPTIONS OF SIGNIFICANT VARIABLES AND ARRAYS

Eleven labeled common control sections are contained in the Texas Large Network Package. These labeled commons serve several important functions. Their primary function is, of course, to provide a convenient media for passing various variables and arrays between subroutines. They are also used to save certain variables and arrays as various subroutines are overlayed. They have also been used in a few instances to align half-word arrays on full-word boundaries. TAble 5 provides a cross reference of the labeled common control sections and the program control sections with which they are associated.

TABLE 5：CROSS REFERENCE OF LABELED COMMON CONTROL SECTIONS AND PROGRAM CONTROL SECTIONS

LABELED COMMON

| PROGRAMS | $\begin{aligned} & \text { 隹 } \\ & \text { H } \\ & \text { 艺 } \end{aligned}$ | 足 |  | Of | $\begin{aligned} & \text { 貮 } \\ & \text { 句 } \end{aligned}$ | 気 | 哭 |  | 留 | － | 号 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| ALCP |  |  | X |  |  |  | X |  |  |  |  |
| BLOCK DATA |  |  | X |  |  | X | X |  | X |  |  |
| CLOAD |  |  | X |  |  | X |  |  |  |  |  |
| CRD |  |  |  |  |  | X | X |  | X |  |  |
| CRDINT |  |  |  | X |  | X | X |  |  |  |  |
| FRATAR |  |  |  |  |  | X |  |  |  |  |  |
| GTLD |  |  | X | X |  | X | X |  |  | X |  |
| LNKLST |  |  | X |  |  | X | X |  |  |  |  |
| MAIN |  |  | X |  |  | X | X |  |  |  |  |
| MERG |  |  |  |  |  | X |  |  |  |  |  |
| MRGREC | X |  |  |  | X | X | X |  |  |  |  |
| NEWNET |  |  |  |  | X | X |  |  |  |  |  |
| OPENFT |  |  |  |  |  |  |  | X |  |  |  |
| OUTLLT |  |  | X |  |  | X | X |  |  |  |  |
| OUTNET |  |  |  |  |  | X | X |  |  |  |  |
| OUTRIP |  |  |  |  |  | X | X |  |  |  |  |
| OUTTRE |  |  |  |  |  |  | X |  |  |  |  |
| OUTWLT |  |  | X |  |  | X | X |  |  |  |  |
| PATHCL |  | X | X |  |  | X |  |  |  |  |  |
| PRPBLD |  |  | X |  |  |  |  |  |  |  |  |
| PRPCTV |  |  |  |  |  | X |  |  |  |  | X |
| RTPFL |  |  |  |  |  | X |  |  |  | X |  |
| RTPLT |  |  |  |  |  | X |  |  |  |  |  |
| SELECT |  |  |  |  |  |  | X |  |  |  |  |
| SUBFND |  |  |  |  |  |  |  |  |  |  | X |
| SUMEND |  |  |  |  |  | X | X |  |  |  |  |
| SUMRI |  |  | X | X |  |  |  |  |  | X |  |
| UPDTNT |  |  | X |  |  | X |  |  |  |  |  |
| VREC |  |  |  |  | X | X | X |  |  |  |  |
| WGTLD |  |  | X |  |  |  | X |  |  |  |  |
| WRT |  |  |  |  |  |  |  | X |  |  |  |

DESCRIPTIONS OF
VARIABLES AND ARRAYS

The purpose of the section is to provide information concerning the significant variables and arrays used in the package. For convenience, this information has been summarized in tables by subroutine. The programmer may, therefore, when reviewing the flowcharts and program listings of a given subroutine, refer to the table(s) summarizing the significant variables and/or arrays used in the subroutine. The tables summarizing the significant variables and arrays used in various subroutines, arranged in alphabetical order by the subroutine name, are as follows:

## SUBROUTINE ALCP

In the following description the $C$ field will be used to represent either the link COUNT field when it is used or the link CAPACITY field when it is used in ASSIGN SELF-BALANCING.

| Variable | Contents |
| :---: | :---: |
| FN $\quad$ T | The number of links used in the curve fit (the number of links with a nonzero $C$ field which are not centroid connectors). |
| M | The number of iterations run in ASSIGN SELF-BALANCING at this point. |
| SY T | The sum of the $C$ fields except for centroid connectors. |
| SYY Th | The sum of the $C$ fields squared except for the centroid connectors. |
| Control Variabl | ble Value Meaning |
| CNVRG | False The ASSIGN SELF-BALANCING run should continue unless it has run the maximum number of iterations. |
| CNVRG | True The ASSIGN SELF-BALANCING run should not run another iteration if it has run the minimum iterations. |
| Array | Contents |
| SX $\quad$ T | The sum of the nondirectional assigned link volumes for links with nonzero $C$ fields except for centroid connectors for iterations 1 through $M$. |
| SY $\begin{aligned} & \text { T } \\ & \\ & \\ & \\ & \\ & \\ & \end{aligned}$ | The sum of the products of the nondirectional assigned link volumes with the C fields except for centroid connectors for iterations 1 through $M$. |
| XX | The sum of the nondirectional assigned link volumes squared for the links with nonzero $C$ fields except for centroid connectors for iterations 1 through $M$. |

SUBROUTINE CLOAD AND LDSEL

| Control | Contents | Meaning |
| :---: | :---: | :---: |
| SEL | False | This is either a LOAD NETWORK run or an ASSIGN SELF-BALANCING run. |
| SEL | True | This is a LOAD SELECTED LINKS run. |
| OUT | False | Don't print loaded network. |
| OUT | True | Print loaded network. |
| RES | False | This is either a LOAD NETWORK or a LOAD SELECTED LINKS run. |
| RES | True | This is an ASSIGN SELF-BALANCING run. |
| Variable |  | Contents |
| NOVER | of assig which are | directional volumes plus turn movements eater than 32767. |
| ITRE | data set u | number. |
| NETD | nit number | TWORK. |
| Array |  | Contents |
| INDEX(I) | dex into start. ned intege | ay LINKS where the out direction links fo values in this half-word array are 16 bit |
| LINKS ( I ) | is the lin ins three bit 1 is node number | array, each half-word is a link which a items. Bit 0 of a link is the last link selected link flag, and bits 2 thru 15 f the link. |
| VOL (I) | is the is less then VOL where the | gned directional volume for LINKS (I) if n 32767. If the volume is greater than bits 1 thru 15 are an index into array lume is stored and bit 0 of VOL(I) is a |
| XRTRN(J) | ( J ) is the es saved ositive in | dex into array TRNTB of where the turn node $J$ start. XRTRN( $J$ ) is an unsigned 16 er. |


| Array | Contents |
| :---: | :---: |
| TRNTB ( J ) | TRNTB( $J$ ) is either a turn volume or a flag in bit 0 of the half-word of one and an index in bits 1 thru 15 into array OVERF where the turn volume is saved. |
| PATH | This is the array into which the packed path records are read. The path indices are also unpacked in this array and each index is placed in a separate byte by subroutine UNPKX. In the unpacked format PATH(I) contains path indices 4 (I-1)+1 thru 4(I-1)+4. |
| OVERF | This is a full word array which contains both directional link volumes greater than 32767 and turn volumes saves which are greater than 32767. |
| BUF | This array is used to read the trip interchange items for one path record. Each interchange item has a volume in bits 0 thru 17 of the word and a destination zone in bits 18 thru 31 of the word. |

Variable
LSTJ The largest jurisdiction number in the network.
NLD The number of assignments on unit NEWNET.

| Control Variable | $\frac{\text { Value }}{1}$ | Meaning <br> NLD <br> assignments. |
| :---: | :---: | :---: |
| NLD | arint the comparison of the last two <br> greater | Print the comparison of the last two <br> assignments. |

Array
VMI ( $\mathrm{J}, \mathrm{L}$ ) Vehicle miles cross classified by jurisdiction +1 used as the first index and three link classes used as the second index. The three link classes are centroid connectors, arterials, and freeway links.

VHR (J,L) Vehicle hours cross classified the same as VMI.
MI ( $\mathrm{J}, \mathrm{L}$ ) Network miles cross classified the same as VMI.
VM ( $J, F$ ) Vehicle miles cross classified by jurisdiction +1 used as the first index and functional class +1 used as the second index.

M (J,F) Network miles cross classified the same as yM .
VMC (J,F) Vehicle miles for links with a nonzero count field cross classified the same as VM.

MC (J,F) Network miles for the links with a nonzero count field cross classified the same as VM.

VMCC (J,F) Vehicle miles for links with a nonzero capacity field cross classified the same as VM.

MCC (J,F) Network miles for the links with a nonzero capacity field cross classified the same as VM.

| Array | Contents |
| :---: | :---: |
| FC (F) | The number of links with functional class +1 used as index $F$ in the network. |
| FN ( $\mathrm{R}, \mathrm{J}$ ) | ```J = 1: Number of links with nonzero link counts by route; J = 2: Number of links with nonzero link capacities by route; J = 3: Number of links in the network by route.``` |
| SY (R,J) | ```J = 1: Sum of link counts by route code; J = 2: Sum of link capacities by route code; J = 3: Sum of nondirectional link volume from the previous assignment by route.``` |
| SYY (R,J) | ```J=1: Sum of link counts squared by route code; J = 2: Sum of link capacities squared by route code; J = 3: Sum of nondirectional link volumes from the previous assignment squared by route code.``` |
| SX (R,J) | ```J = 1: Sum of nondirectional link volumes for this assign- ment for those links which have a nonzero count by route; J = 2: Sum of nondirectional link volumes for this assign- ment for those links which have a nonzero link capacity by route; J = 3: Sum of nondirectional link volumes for this assign- ment by route.``` |
| SXX (R,J) | ```J = 1: Sum of nondirectional link volumes squared for this assignment for those links which have a nonzero count by route; J = 2: Sum of nondirectional link volumes squared for this assignment for those links which have a nonzero link capacity by route; J = 3: Sum of nondirectional link volumes squared for this assignment by route code.``` |
| SXY (R,J) | ```J = 1: Sum of nondirectional link volumes from this assign- ment multiplied by link count by route; J=2: Sum of nondirectional link volumes from this assign- ment multiplied by link capacity by routes; J = 3: Sum of nondirectionallink volumes from this assign- ment multiplied by nondirectional link volumes from the previous assignment by route.``` |
| H1 | The header record and date from the previous assignment. |
| H2 | The header record and date from the last assignment. |
| N | The header record and date of when the network was built. |

SUBROUTINE CRD

| Control Variable | Value | Meaning |
| :---: | :---: | :---: |
| I | 1 | \$PREPARE NETWORK control card read. |
| I | 2 | \$OUTPUT NETWORK control card read. |
| I | 3 | \$PREPARE TRIP VOLUMES control card read. |
| I | 4 | \$OUTPUT TRIP VOLUMES control card read. |
| I | 5 | \$SUM TRIP ENDS control card read. |
| I | 6 | \$LOAD NETWORK control card read. |
| I | 7 | \$BUILD TREES control card read. |
| I | 8 | \$STOP control card read. |
| I | 9 | \$LOAD SELECTED LINKS control card read. |
| I | 10 | \$FRATAR FORECAST control card read. |
| I | 11 | \$MERGE control card read. |
| I | 15 | \$ASSEMBLE NETWORK control card read. |
| I | 16 | \$REVISE NETWORK control card read. |
| I | 17 | \$ASSIGN SELF-DIVERTING or \$ASSIGN SELFBALANCING control card read. |
| I | 18 | \$DELETE ASSTGNMENTS control card read. |
| I | 19 | \$PLOT ROUTE PROFILES control card read. |
| Variable |  | Contents |
| INLNK | Variab | unit number INLNK |
| INCTV | Variab | unit number CTVIN |
| IVOL | Variab | unit number CTVOUT |
| IFRAT | Variab | unit number fratar |
| MRGOUT | Variab | unit number MRGOUT |
| NET | Variab | unit number NETWORK |
| NNET | Variab | unit number NEWNET |
| MSEP | Variab | unit number SEPARAT |
| IRTPFL | Variab | unit number ROUTE |
| MERGIN | Variab | unit numbers for the six MERGIN units. |
| HEADER | The he | er which is printed on output. |
| DATE | The da | that the program started executing. |
| RNAME | The 16 | ontrol card names. |



| Variable | Contents |
| :---: | :---: |
| ITER | Number of Fratar iterations that have been run |
| A1 | Input trip matrix unit number |
| A2 | Output trip matrix unit number (A1 and A2 are switched at the end of each iteration) |
| A0 | Unit CTVOUT |
| NOSUB | Number of subnets |
| Array | Contents |
| TSUM ( $I, J$ ) | $I=$ subnet number, $J=$ the relative zone in the subnet, TSUM is the trip generations or the production volume plus the attraction volume for each zone for the input trip matrix. |
| ESUM ( $\mathrm{I}, \mathrm{J}$ ) | TSUM ( $\mathrm{I}, \mathrm{J}$ )* GFAC $(\mathrm{I}, \mathrm{J}) / 100=$ the expected production + attraction volume. |
| GFAC ( $\mathrm{I}, \mathrm{J}$ ) | Growth factor, the factor multiplied by the trip generations which is the desired future trip generations. |
| LFAC ( $I, J$ ) | Is the trip generations produced by the last growth factors. |
| ITEST | Growth factor frequency table for the last iteration run. |
| VOL | Used to read the trip volumes from the input trip matrix and write them on the output trip matrix. |
| FCEN | First centroid in each subnet. |
| LCEN | Last centroid in each subnet. |



| Array | Contents |
| :---: | :---: |
| FC (F) | The number of links with functional class +1 used as index $F$ in the network. |
| FN ( $\mathrm{R}, \mathrm{J}$ ) | ```J = 1: Number of links with nonzero link counts by route; J = 2: Number of links with nonzero link capacities by route; J = 3: Number of links in the network by route.``` |
| SY (R,J) | ```J = 1: Sum of link counts by route code; J = 2: Sum of link capacities by route code; J = 3: Sum of nondirectional link volume from the previous assignment by route.``` |
| SYY (R, J) | ```J = 1: Sum of link counts squared by route code; J = 2: Sum of link capacities squared by route code; J = 3: Sum of nondirectional link volumes from the previous assignment squared by route code.``` |
| SX (R,J) | ```J = 1: Sum of nondirectional link volumes for this assign- ment for those links which have a nonzero count by route; J = 2: Sum of nondirectional link volumes for this assign- ment for those links which have a nonzero link capacity by route; J = 3: Sum of nondirectional link volumes for this assign- ment by route.``` |
| SXX (R, J) | ```J = 1: Sum of nondirectional link volumes squared for this assignment for those links which have a nonzero count by route; J = 2: Sum of nondirectional link volumes squared for this assignment for those links which have a nonzero link capacity by route; J = 3: Sum of nondirectional link volumes squared for this assignment by route code.``` |
| SXY (R,J) | $\begin{array}{ll} J=1: & \begin{array}{l} \text { Sum of nondirectional link volumes from this assign- } \\ \\ \\ \mathrm{ment}=2: \\ \mathrm{Sum} \text { of nondirectional link volumes from this assign- } \end{array} \\ \mathrm{J}=3: \begin{array}{l} \text { ment multiplied by link capacity by routes; } \end{array} \\ \begin{array}{l} \text { Sum of nondirectional link volumes from this assign- } \\ \text { ment multiplied by nondirectional link volumes from } \end{array} \\ \text { the previous assignment by route. } \end{array}$ |
| H1 | The header record and date from the previous assignment. |
| H2 | The header record and date from the last assignment. |
| HN | The header record and date of when the network was built. |
| WGT (J) | This array contains the weights in percentages to use on each iteration when SUM is true. |

The following arrays and variables are summed for links with a nonzero count (or capacity) field. The *TURN card is used to specify whether the count or capacity field is used. It should also be noted that the following arrays and variables are not summed for centroid connectors.

Array
SX2(J) Sum of the nondirectional link volumes for iteration J.
$X Y(J) \quad$ Sum of the nondirectional link volumes multiplied by the count (or capacity) field for iteration J.
$X X(J, K) \quad$ Sum of the nondirectional link volumes for iteration $J$ multiplied by the nondirectional link volume for iteration $K$.

Contents

The sum of the count (or capacity) fields. The sum of the count (or capacity) fields squared. The number of nonzero count (or capacity) fields for links which are not centroid connectors.

## SUBROUTINE INITL1

| Variable | Contents |
| :--- | :--- |
| NODES | Last node number |
| Array | The turn code is contained in bits 3 thru 7 of <br> PATH (I) for node $I$. |


| Variable | Contents |
| :--- | :--- |
| NA | The number of iterations, in an ASSIGN SELF-BALANCING run, <br> plus one if a weighted assignment has been produced. |
| NET | The FORTRAN unit on which the last assigned Flexible Record <br> is written. |


| Control <br> Variables | Value Meaning |
| :---: | :---: |
| READSW | False The last record of trip volumes read has been loaded. |
| READSW | True The last record of trip volumes read has not been loaded. |
| Variable | Contents |
| IV | Number of volume items in the last trip record read. |
| IFACT | First zone number minus 1. |
| NOVER | The number of assigned directional link volumes and saved turn volumes greater than 32767. |
| Array | Contents |
| INDEX (I) | This array contains the Fortran type index for node I of where the links from node I start in array links. The indices are unsigned 16 bit binary numbers. |
| LINKS | This is the links array. Bit 0 is the last link flag, bit 1 is the selected link flag, and bits 2 thru 15 are the Bnode number. |
| BUF | This array is a structure where each word of the array is an item containing the trip movement volume in the first 18 bits as an unsigned binary integer, and the destination zone number in the last 14 bits as an unsigned binary integer. |
| VOL (I) | This is a half word array which has the same dimension as array LINKS and element I contains either the assigned directional link volume for link LINKS (I) or the index of where it is in array OVERF. The first bit of a VOL element is a flag bit, if it is zero, then the next 15 bits are on unsigned binary integer which is a link volume. If the flag bit is 1 , then the next 15 bits are an unsigned binary integer which is an index into array OVERF where the link volume is stored. |

Array
TRNTB (I) This is a half word array which is either used to store turn volumes or indexes to where they are stored. The flag bit is the same as for array VOL and the next 15 bits are also treated the same as for array VOL.

XRTRN (J) This is a half word array which contains unsigned 16 bit integers which are indexes into array TRNTB where the turn volumes for node $J$ are stored.

PATH (I) PATH (I) is the path index for node I. INDEX (I) + PATH (I) is the index into array LINKS for the link whose Bnode is the back node in the path to node $I$.

OVERF $\quad$ This is a full word array used to store link volumes greater than 32767 and turn volumes greater than 32767.

| Control <br> Variable | Contents | Meaning |
| :---: | :---: | :---: |
| I | Between <br> 1 and 19 | Indicates the last control card read. (See variable I in subroutine CRD). |
| RES | True | An ASSIGN SELF-BALANCING run is in iterations 1 thru 5. |
| CNVRG | False | If RES is true the " $T$ " value of the last iteration run on ASSIGN SELF-BALANCING is greater than or equal 1.96. |
| CNVRG | True | If RES is true the "T" value of the last iteration run on ASSIGN SELF-BALANCING is less than 1.96. |
| CNT | False | The count field is to be used by ASSIGN SELFBALANCING. |
| CNT | True | The capacity field is to be used by ASSIGN SELFBALANCING. |
| W | False | A weighted assignment using weighted link impedance in ASSIGN SELF-BALANCING is not to be run. |
| W | True | A weighted assignment using weighted link impedances is to be run in ASSIGN SELF-BALANCING. |
| Variable |  | Contents |
| INLNK | Variable | t number INLNK |
| INCTV | Variable | $t$ number CTVIN |
| IVOL | Variable | $t$ number CTVOUT |
| IFRAT | Variable | $t$ number FRATAR |
| MRGOUT | Variable | $t$ number MRGOUT |
| NET | Variable | $t$ number NETWORK |
| NNET | Variable | $t$ number NEWNET |
| MSEP | Variable | $t$ number SEPARAT |
| IRTPFL | Variable | $t$ number ROUTE |

N

Q A constant used in the impedance update function.

IMAX Is the maximum number of iterations to run in ASSIGN SELFBALANCING.

Contents
The constant 0.75 in the impedance update function. Is the iteration number in an ASSIGN SELF-BALANCING run. Is the minimum number of iterations to run in ASSIGN SELFBALANCING.

A constant used in the impedance update function.

Variable

H Home zone number to build a tree from.

NODES Last node number in the network.

Array
Contents

This array contains 4 words whose contents are 0 , turn penalty, turn penalty, 0 .

Each word of this array contains one directional link. The structure of a link word is described in a table which follows.

INDEX (I) The index into array LINK where the out direction links for node $I$ start. The values in this half word array are used as 16 bit unsigned integers.

BACK ( $J$ ) Contains the index of the out link from node $J$ whose Bnode is the previous node in the path to node $J$.

CUM (I) Cummulative time to reach node $I$ stored in half words. If node $I$ is not reached the time is set to 327.67 minutes.

PRED A list of the nodes in the tree in descending time order. This list is part of the sequence structure used in building a tree.

SUCC A list of the nodes in the tree in ascending time order. This list is part of the sequence structure used in building a tree.

FIRST (I) For time I, which has been taken modules 1024, FIRST (I) points to array SUCC where the nodes in the sequence table for time I begin.

LAST (I) For time $I$, which has been taken modules 1024, LAST (I) points to array PRED where the nodes in the sequence table for time I end.

ARROWA (I) Each element of this array is one byte long. ARROWA (I) contains the arrow flag of the last link which caused node I to be entered into the sequence table. ARROWA for the home zone contains 12 which keeps a turn penalty from being added to the nodes connected to the home zone.

LINK Word Data Structure

| Displacement Bits | Length Bits | Contents |
| :---: | :---: | :---: |
| 0 | 1 | Last link from Anode Flag (1 if last link or dummy link). |
| 1 | 1 | shaft flag |
| 2 | 1 | arrow flag |
| 3 | 3 | Back index for Bnode (this is the number which must be added to INDEX (Bnode) to index the link which contains the Anode number of this link as its Bnode) |
| 6 | 1 | Bnode Centroid Flag (the Bnode is a centroid if this bit is 1). |
| 7 | 1 | Freeway link Flag. |
| 8 | 10 | Link impedance in units of $1 / 100$ minutes (maximum link impedance $=10.23$ minutes). |
| 18 | 14 | Bnode of Link |


| Variable | Contents |
| :---: | :---: |
| IL | This is the number of link records in array LINKS. |
| NX | This is the number of links written on unit 3. |
| LNK2 | This is the number of links written on unit 11. |
| MAXTIM | This is the maximum link time in 0.01 minute units. |
| MAXLNK | This is the maximum number of one-way links for a network. |
| MAXNDS | This is the maximum number of nodes for a network. |
| NOSUB | This is the number of subnets the network is in. |
|  | Arrays |
| Array | Length Contents |
| FSTN | 4 First node of each subnet. |
| LSTC | 4 Last centroid of each subnet. |
| LSTF | 4 Last freeway of each subnet. |
| LSTA | 4 Last arterial node of each subnet. |
| ARRAY | $73343 \quad$ Contains the sorted packed links array described in NEWNET. |

SUBROUTINE NEWNET

| Control <br> Variables | Value | Action Implied | Location Where Set |
| :---: | :---: | :---: | :---: |
| FMT | False | Use old link data format | PRPNET, ASMNET, or REVNET |
| FMT | True | Use new link data format | PRPNET, ASMNET, or REVNET |
| LNKTMP | 3 | Write first sorted links on unit 3 | Initialization of NEWNET |
| LNKTMP | 11 | Write second sorted links on unit 11 | Set to 11 after sorted links are written on 3 |
| LNKTMP | $-1$ | If the sorted links area is filled up three times there are too many links and an attempt to write on unit -1 will be made | Set to -1 after sorted links are written on unit 11 |
| ERROR | Number of Errors detected in subroutines NEWNET, VREC, and MRGREC |  |  |

Array LINKS
Array LINKS is the array in which one-way internal link records are accumulated and sorted. These records are 22 bytes long and are stored by subroutine PTLNK and referenced by subroutine GTLNK. The format for these 22 byte records is as follows:

| Displacement |  | Length |  | Contents |
| :---: | :---: | :---: | :---: | :---: |
| Bytes | Bits | Bytes | Bits |  |
| 0 | 0 | 0 | 14 | Anode number |
| 1 | 6 | 0 | 2 | Link class code <br> $0=$ two-way <br> 1 = one-way out <br> $2 \& 3=$ dummy 1 ink |
| 2 | 0 | 0 | 15 | Link data card count |
| 3 | 7 | 0 | 1 | ```Not mileage code 0= Use in Vehicle Mile Summary I = Do not use in Vehicle Mile Summary``` |
| 4 | 0 | 0 | 14 | Bnode number |
| 5 | 6 | 0 | 14 | Count field in units of 100 trips |
| 7 | 4 | 0 | 4 | Jurisdiction code in hexadecimal |
| 8 | 0 | 0 | 4 | Functional class code in hexadecimal |
| 8 | 4 | 0 | 7 | Subarea code |
| 9 | 3 | 0 | 14 | Link Capacity in units of 100 trips |
| 11 | 1 | 0 | 7 | Speed in units of tenths of a mile per hour |
| 12 | 0 | 0 | 10 | Link distance in units of $\frac{1}{100}$ of a mile |
| 13 | 2 | 0 | 7 | Corridor intersect code |
| 14 | 1 | 0 | 5 | Route number |
| 14 | 6 | 0 | 1 | ```Shaft code, 0 = one direction 1 = other direction``` |
| 14 | 7 | 0 | 1 | Arrow code, $0=$ one direction <br> $1=$ other direction |
| 15 | 0 | 1 | 0 | Unused |
| 16 | 0 | 0 | 6 | Link Impedance field, in units of $\frac{1}{100}$ minutes |
| 16 | 6 | 0 | 1 | Link delete code <br> $0=$ keep link <br> $1=$ delete link from updated Flexible Data Record |
| 16 | 7 | 4 | 1 | Unused |



Array
ITR (I)

IXR(J)

VOL (I)

This is a half word array which is either used to store turn volumes or indexes to where they are stored. The flag bit is the same as for array VOL and the next 15 bits are also treated the same as for array VOL.

This is a half word array which contains unsigned 16 bit integers which are indexes into array ITR where the turn volumes for node $J$ are stored.

This is a half word array which has the same length as array NODE and element I contains either the assigned directional link volume for link NODE(I) or the index of where it is in array IOVER. The first bit of a VOL element is a flag bit, if it is zero, then the next 15 bits are on unsigned binary integer which is a link volume. If the flag bit is 1 , then the next 15 bits are an unsigned binary integer which is an index into array IOVER where the link volume is stored.

## SUBROUTINE OUTNET

Variable
L

LINES

Contents
The FORTRAN unit number of the Flexible Data Record unit NETWORK.

The number of lines printed on the page being printed.

| Variable | Contents |
| :---: | :---: |
| HOMEND | The home zone of the tree. |
| NODES | The last node number in the network. |
| LNE | Number of lines of tree data to be printed per page. |
| LINES | Total number of lines of tree data to print for tree HOMEND. |
| PAGES | Number of pages to print for tree HOMEND. |
| Array | Contents |
| PATH (J) | Contains the index of the out link from node J whose Bnode is the previous node in the path to node $J$. |
| LAMBDA (I) | Cumulative time to reach node I stored in half words. If node $I$ is not reached the time is set to 327.67 minutes. |
| INDEX (I) | The index into array LINKS where the out direction links for node I start. The value in this array are used as 16 bit unsigned integers. |
| LINKS | Each word of this array contains one directional link. The structure of a link word is described in a table which follows. |
| Link Word Data | Structure |
| $\begin{gathered} \text { Displacement } \\ \text { Bits } \end{gathered}$ | Length Bits |
| 0 | 1 Last link from Anode flag (1 if last link or dummy link). |
| 1 | 1 Shaft flag |
| 2 | 1 Arrow flag |
| 3 | Back index for Bnode (This is the number which must be added to INDEX (Bnode) to index the link which contains the Anode number of this link as its Bnode |

## Link Word Data Structure (continued)

| $\begin{gathered} \text { Disp1acement } \\ \text { Bits } \\ \hline \end{gathered}$ | $\begin{aligned} & \text { Length } \\ & \text { Bits } \end{aligned}$ | Contents |
| :---: | :---: | :---: |
| 6 | 1 | Bnode Centroid Flag (the Bnode is a centroid if this bit is 1). |
| 7 | 1 | Freeway link Flag. |
| 8 | 10 | Link impedance in units of $\frac{1}{100}$ minutes (maximum link impedance $=10.23$ minutes). |
| 18 | 14 | Bnode of link |

Variable
WL

WT

FS

LS
I

NET

NNET

Array
OVOL(I)

IVOL (I)

TVOL (I)

## Contents

The dimension size of arrays OVOL and IVOL.
The dimension size of array TVOL.
The first node (or zone) of the segment of the loaded weighted network to be printed.

The last node of the segment.
The last Anode number read from the NETWORK data set. The NETWORK unit number.

The NEWNET unit number.

## Contents

The out link volume array. The link volumes out from node FS start at index 1. All volumes in this array are multiplied by 100.

The in link volume array. The link volumes into node FS start at index 1. All volumes in this array are multiplied by 100.

The turn volumes multiplied by 100. The turn volumes for node FS start at index 1.

SUBROUTINE PATHCL

Control

| Variable | Meaning |  |
| :--- | :--- | :--- |
| COPY | False | A11 trees specified on the *TREE cards are to <br> be built. |
| COPY | True | An old trees data set (unit 49) is to be <br> read and each logical record is to be checked <br> for errors. Trees on unit 49 which have valid <br> data are to be copied and trees specified |
| on the *TREE cards which are missing or have |  |  |
| invalid data are to be rebuilt. |  |  | and $\operatorname{INDX} 2(I, J)$ are to be printed.

Variable
NTREE

ITRE

ISKM
NETD
LPACK

Array
TRNPTY

T(I)

## Contents

The unit number (49) from which old packed tree records which are to be copied are read.

The unit number (50) on which packed tree records are written.

Unit SEPARAT number.
Unit NETWORK number.
The number of words of packed path indices in a packed tree record.

Contents
This array contains 4 words whose contents are 0 , turn penalty, turn penalty, 0.

A full work array into which the cumulative time to reach node I in hundredths of a minute are stored to write a separation record from.

| Array | Contents |
| :---: | :---: |
| $B(I)$ | $B(I)$ contains the index of the out link from node $I$ whose Bnode is the previous node in the path to node $I$. This array is equivalenced to array $B A C K$ and the array name BACK is actually used in all calling sequences. After subroutine TRPCKM is called the indices are packed into 10 per word (see packed path word Data Structure below). |
| BACK (J) | This array is equivalenced to array $B$, but it is a full word array. |
| CUM (I) | Cumulative time to reach node $I$ stored in half words after subroutine MOORE is called, If node I has not been reached the time is 327.67 minutes. |
| PRED ( 1 ) | A scratch array used by subroutine MOORE. |
| SUCC (I) | A scratch array used by subroutine MOORE. |
| ARROW (I) | A scratch array used by subroutine MOORE. |
| INDEX1 (I) | The index into array LINKS1 where the out direction links for node I start. The values in this half word array are used as 16 bit unsigned integers. This allows the array to index up to 65534 one-way links in a network. |
| LINKS 1 | Each word of this array contains one directional link (see LINKS1 word Data Structure below). |
| COUNT (I) | The number of ranges of trees to be built for subnet $I$. |
| INDXI (I, J) | The first zone number of the $J^{\prime}$ th range of trees to build for subnet $I$. |
| INDX2 ( $\mathrm{I}, \mathrm{J}$ ) | The last zone number of the $J^{\prime}$ th range of trees to build for subnet $I$. |
| Packed Path Word Data Structure |  |
| $\qquad$ | Length Bits Contents |
| 0 | 2 Not used |
| 2 | 3 Path index for node $10(\mathrm{~J}-1)+1$ |
| 5 | 3 Path index for node 10(J - 1) +2 |
| 8 | 3 Path index for node $10(\mathrm{~J}-1)+3$ |


| $\begin{gathered} \begin{array}{c} \text { Displacement } \\ \text { Bits } \end{array} \\ \hline \end{gathered}$ | Length Bits | Contents |
| :---: | :---: | :---: |
| 11 | 3 | Path index for node $10(\mathrm{~J}-1)+4$ |
| 14 | 3 | Path index for node 10(J-1) + 5 |
| 17 | 3 | Path index for node 10( $\mathrm{J}-1)+6$ |
| 20 | 3 | Path index for node 10(J-1) +7 |
| 23 | 3 | Path index for node $10(\mathrm{~J}-1)+8$ |
| 26 | 3 | Path index for node 10( $\mathrm{J}-1)+9$ |
| 29 | 3 | Path index for node $10(\mathrm{~J}-1)+10$ |
| LINKS1 Word Data Structure |  |  |
| $\underset{\text { Bits }}{\substack{\text { Displacement }}}$ | Length Bits | Contents |
| 0 | 1 | Last Link from Anode Flag (1 if last link or dummy 1ink) |
| 1 | 1 | Shaft flag |
| 2 | 1 | Arrow flag |
| 3 | 3 | Back index for Bnode (This is the number which must be added to INDEX (BNODE) to index the link which contains the Anode number as its BNODE.) |
| 6 | 1 | Bnode Centroid Flag (the Bnode is a centroid if this bit is 1 ). |
| 7 | 1 | Freeway link Flag. |
| 8 | 10 | Link impedance in units of $\frac{1}{100}$ minutes (maximum link impedance $=10.23$ minutes). |
| 18 | 14 | Bnode of Link |



Logical Variables

| Variable Name | Set | Action Implied | Where Tested |
| :--- | :---: | :--- | :--- |
| FMT | False | Use old link data format | NEWNET, VREC |
| REV | False | This is not a REVISE | PRPNET |



Arrays

## Name

FSTN

LSTC

LSTF

LSTA
ARRAY

Length
4
4

4

4

73343

Contents
First node of each subnet
Last centroid of each subnet
Last freeway node of each subnet
Last arterial node of each subnet
Contains the packed links array described as array LINKS in subroutine NEWNET.

When entry point ASMNET is used, the logical variables FMT and REV are set as follows:

| Variable <br> Name | Value <br> Set |  | Action Implied |
| :--- | :--- | :--- | :--- |$\quad$| Where Tested |
| :--- |
| FMT |$\quad$| True | Use new link data format | NEWNET, VREC |
| :--- | :--- | :--- |
| REV | False | This is not a REVISE |
|  |  | NETWORK run |

When entry point REVNET is used, the logical variables FMT and REV are set as follows:

| Variable <br> Name | Value <br> Set | Action Implied | Where Tested |
| :--- | :--- | :--- | :--- | :--- |
| FMT | True | Use new link data format | NEWNET, MRGREC |
| REV | True | This is a REVISE NETWORK <br> run |  |

SUBROUTINES RTPFL AND RTPLT

| Control Variable | Contents | Meaning |
| :---: | :---: | :---: |
| END | False | There was enough room in array $F$ for the first 10 routes. |
| END | True | There was not enough room in array $F$ for the first 10 routes. |
| RTS (I) | False | Don't save the records read for route $I$ in array $F$. |
| RTS (I) | True | Save the records read for route I in array F . |
| Variable |  | Contents |
| NRD | The number of words in array F used by one route record. |  |
| NWORDS T | The length of array F in words. |  |
| NLD T | The number of assignments on the NEWNET data set. |  |
| Array | Contents |  |
| $\mathrm{B1}(\mathrm{I}) \quad \mathrm{I}$ | If $\mathrm{Bl}(\mathrm{I})$ is not zero, then there is a link for route RT2 between node I and node B1(I). |  |
| B2 (I) | If $\mathrm{B} 2(\mathrm{I})$ is not zero, then there is a link for route RT2 between node I and node B2(I). |  |
| NX1 (I) | NX1 (I) is the index into array $F$ of where the record for the link represented by $\mathrm{B} 1(\mathrm{I})$ is stored. |  |
| NX2 (I) | NX2 (I) is the index into array $F$ of where the record for the link represented by B2(I) is stored. |  |
| F(I) $\quad$ T | This is a full word array used to store a group of words and half words which are a single record for a link. |  |
| H(I) | alf word a | y equivalenced to array F. |


| RTT(I) | Contains either the number of route records for route $I$ <br> or zero if the records are in array $F$ or have been printed. |
| :--- | :--- |
| RT10(I) $\quad$Contains the number of route records for route $I$ for the <br> first ten routes. |  |

A route record has the following order of items and is stored in array $F$ in the same order:

Displacement Length

| in bytes | in bytes | Contents |
| :---: | :---: | :---: |
| 0 | 2 | Route code |
| 2 | 2 | Anode number |
| 4 | 2 | Bnode number |
| 6 | 2 | link functional classification |
| 8 | 2 | link distance in $1 / 100$ miles |
| 10 | 2 | link speed in tenths of a mile/hour |
| 12 | 2 | link count/100 |
| 14 | 2 | 1ink capacity/100 |
| 16 | 4 | link nondirectional assigned volume for first assignment |
| : | 4 |  |
| $12+4 \mathrm{NLD}$ | 4 | link nondirectional assigned volume for the last assignment |
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| Array | Contents |
| :---: | :---: |
| IORG (I) | The sum of all trip volumes with the origin I except for the intrazonal volume for $I$. |
| IDEST ( 1 ) | The sum of all trip volumes with the destination I except for the intrazonal volume for $I$. |
| IIN(I) | The number of nonzero trip volumes with destination 1. |
| IOUT ( I ) | The number of nonzero trip volumes with origin 1. |
| INTRA ( I ) | Intrazonal volume for zone $I$. |
| ISUB ( I ) | Number of zones in subnet I. |
| IFSTND ( I ) | The first zone in subnet 1. |
| LSTND (I) | Last zone in subnet $I$. |
| Variable | Contents |
| NOSUB | Number of subnets |


| Contro1 <br> Variable | Contents | Meaning |
| :---: | :---: | :---: |
| RES | False | This is either a LOAD NETWORK run or a LOAD SELECTED LINKS run or the weighted assignment of an ASSIGN SELF-BALANCING run. |
| RES | True | This is an ASSIGN SELF-BALANCING run in iteration 1 thru 5, call subroutine ALCP |
| CNVRG | False | The "T" test value for iteration ITER is greater than or equal to 1.96 . |
| CNVRG | True | The " T " test value for iteration ITER is less than 1.96. |
| SUM | False | A weighted assignment is not to be calculated by subroutine GTLD. |
| SUM | True | A weighted assignment is to be calculated by subroutine GTLD and written on unit NEWNET. |
| Variable |  | Contents |
| ITER | The iteration number if an ASSIGN SELF-BALANCING is being run, otherwise 1 . |  |
| LASTJ | The large | isdiction code in the network |
| L | The numbe | ssignments which are on unit NETWORK. |
| Array | Contents |  |
| VMI (J,L) | Vehicle the firs index. arterial | cross classified by jurisdiction +1 used as $x$ and three link classes used as the second ree link classes are centroid connectors, freeway links. |
| VHR (J,L) | Vehicle | cross classified the same as VMI. |
| MI (J, L ) | Network | cross classified the same as VMI. |


| Array | Contents |
| :---: | :---: |
| $\mathrm{VM}(\mathrm{J}, \mathrm{F})$ | Vehicle miles cross classified by jurisdiction +1 used as the first index and functional class +1 used as the second index. |
| $M(J, F)$ | Network miles cross classified the same as VM. |
| $\operatorname{VMC}(J, F)$ | Vehicle miles for links with nonzero count field cross classified the same as VM. |
| MC (J,F) | Network miles for the links with a nonzero count field cross classified the same as VM. |
| $\operatorname{VMCC}(J, F)$ | Vehicle miles for links with a nonzero capacity field cross classified the same as VM. |
| $\operatorname{MCC}(J, F)$ | Network miles for links with a nonzero capacity field cross classified the same as VM. |
| FC(F) | The number of links, with functional class +1 used as index $F$, in the network. |
| FN(R, J) | ```J=1: Number of links with nonzero link counts by route; J = 2: Number of links with nonzero link capacity by route; J = 3: Number of links in the network by route.``` |
| SY(R, J ) | ```J = 1: Sum of link counts by route code; J = 2: Sum of link capacities by route code; J = 3: Sum of nondirectional link volumes from the previous assignment by route.``` |
| SYY (R,J) | ```J = 1: Sum of link counts squared by route code: J = 2: Sum of link capacities squared by route code; J = 3: Sum of nondirectional link volumes from the previous assignment squared by route code.``` |
| SX (R, J) | ```J = 1: Sum of nondirectional link volumes for this assignment for those links which have a nonzero count by route; J=2: Sum of nondirectional link volumes for this assignment for those links which have a nonzero link capacity by route; J = 3: Sum of nondirectional link volumes for this assignment by route.``` |
| SXX (R,J) | ```J = 1: Sum of nondirectional link volumes squared for this assignment for those links which have a nonzero count by route; J = 2: Sum of nondirectional link volumes squared for this assignment for those links which have a nonzero link capacity by route;``` |

$J=3: \quad$ Sum of nondirectional link volumes from this assignment multiplied by nondirectional link volumes from the previous assignment by route.

H1 The header record and date from the previous assignment
H2
The header record and date from the last assignment

HN
The header record and date of when the network was built.
WGT(J) This array contains the weights in percentages to use on each iteration when sum is true.

The following arrays and variables are summed for links with a nonzero count (or capacity) field. The *TURN card is used to specify whether the count or capacity field is used. It should also be noted that the following arrays and variables are not summed for centroid connectors.

Array
SX2 (J)
$X X(J)$
$X X(J, K)$

Variable

SY2

SYY2
FN2

Contents

Sum of the nondirectional link volumes for iteration J. Sum of the nondirectional link volumes multiplied by the count (or capacity) for iteration J .

Sum of the nondirectional link volume for iteration $J$ multiplied by the nondirectional link volume for iteration $K$.

Contents

The sum of the count (or capacity) fields.
The sum of the squared count or (squared capacity) fields.
The number of nonzero count (or capacity) fields for links which are not centroid connectors.

Variable
NSG

NLKF

ITER
NODES

Array
BL (I)
WL(I)
BT(I)

WT (I)
FS(I)
LS (I)
INDEX (I)

IPATH(I)

LINKS (I)

VOL(I)

This is the number of segments that the loaded network must be summed in.

The index of the first link volume or turn volume of a group of 4000 volumes or less for one record.

The iteration number.
The last node number in the network.

## Contents

The number of blocks of links (or records) for segment I. The number of link volumes for segment $I$.

The number of blocks of turn volumes (or records) for segment I.

The number of turn volumes for segment $I$.
The first node number of segment $I$.
The last node number of segment $I$.
The sixteen bit unsigned integer at INDEX(I) is the index into array LINKS where the links out from node I start.

The eight bit byte at index $I$ contains in bit 0 a centroid flag, in bit 1 a freeway flag, and in bits 2 thru 7 the turn code for node I.

This array contains links. Bit 0 of a link is the last link flag, bit 1 is the selected link flag, and bits 2 thru 15 are the Bnode of the link. The Anode of the link is the index used to index array INDEX.

VOL(I) is the assigned directional volume for link LINKS (I) if the volume is less than 32767. If the volume is greater than 32767 the VOL(I) bits 1 thru 15 are an index into array IOVER where the volume is stored and bit 0 of VOL(I) is a one.

| XRTRN( $J$ ) | XRTRN( $J$ ) is the index into array ITR where the turn volumes <br> saved for node $J$ start. XRTRN( $J$ ) is an unsigned 16 bit <br> positive integer. |
| :--- | :--- |
| ITR( $J$ ) | ITR( $J$ ) is either a turn volume or a flag in bit 0 of the <br> half word of 1 and an index in bits 1 thru 15 into array <br> IOVER where the turn volume is saved. |
| IOVER | This is a full word array which contains both directional <br>  <br> link volumes greater than 32767 and turn volumes saved <br> which are greater than 32767. |
| This is an array of 4000 words used to group volumes to |  |
| write in one record. |  |


| Control Array | Contents Meaning |
| :---: | :---: |
| TL ( $\mathrm{I}, \mathrm{J}$ ) | False $\quad$ Don't print turn movement $T M(I, J)$. |
| TL ( $\mathrm{I}, \mathrm{J}$ ) | True Print turn movement $\mathrm{TM}(\mathrm{I}, \mathrm{J})$ |
| TM ( $\mathrm{I}, \mathrm{J}$ ) | -1 The turning movement $T M(1, J)$ is unknown. |
| TM ( $\mathrm{I}, \mathrm{J}$ ) | $\geq 0 \quad \mathrm{TM}(\mathrm{I}, \mathrm{J})$ is a turning movement volume. |
| Variable | Contents |
| TRNCD | Contains the turn code for NODE. |
| NODE | Node number to get directional volumes for and calculate turn movements for. |
| IND | Turn code for NODE (the turn codes are explained in the Other Information section). |
| N | Number of nodes connected to NODE. |
| INDXT | This is the index into array TVOL where the turn volumes for NODE start. |
| Array | Contents |
| TM ( $\mathrm{I}, \mathrm{J}$ ) | Turn movement between the Ith node and the Jth node connected to NODE. |
| NDIR(I) | Nondirectional link volumes for the links connected to NODE. |
| IDIR(I) | Directional link volumes for the links connected to NODE. |
| $\mathrm{CH}(\mathrm{I})$ | Directional link volumes for the links going in the direction of the nodes connected to NODE. |
| TVOL | This array contains the turn volumes saved, they are indexed by variable INDXT. |

KC (IND) A table indexed by the turn code which has the number of one-way links out from NODE.

KR(IND) A table indexed by the turn code which has the number of one-way links into NODE.

The following arrays are used to place the turning movements which have been saved in ARRAY TM before the other turning movements are calculated. When a location in the following tables is not negative, the following action is taken: $\operatorname{TM}(\mathrm{I}, \mathrm{J})=\operatorname{TRNTB}(X R T R N(N O D E)+\operatorname{IDSPXX}(I, J)) . \quad$ If the IDSPXX(I,J) position is negative, a zero is placed in TM(I,J). The XX part of the IDSPXX array above varies.

Array
Used for turn code

IDSP3
IDSP41
IDSP42
IDSP43
IDSP44
ISDP5
IDSP6

10
13, 17, 18, 20, 22
21
23,24
25
26
27

| Control Array | Contents Meaning |
| :---: | :---: |
| TL ( $\mathrm{I}, \mathrm{J}$ ) | False Don't print turn movement $T M(I, J)$. |
| TL ( $\mathrm{I}, \mathrm{J}$ ) | True Print turn movement $\mathrm{TM}(\mathrm{I}, \mathrm{J})$. |
| TM ( $\mathrm{I}, \mathrm{J}$ ) | The turning movement $\operatorname{TM}(I, J)$ is unknown. |
| TM ( $\mathrm{I}, \mathrm{J}$ ) | $\geq 0 \quad \mathrm{TM}(\mathrm{I}, \mathrm{J})$ is a turning movement volume. |
| Variable | Contents |
| NODE | Node number to get directional volumes for and calculate turn movements for. |
| IND | Turn code for NODE (the turn codes are explained in the Other Information section). |
| N | Number of nodes connected to NODE. |
| Array | Contents |
| TM ( $\mathrm{I}, \mathrm{J}$ ) | Turn movement between the Ith node and the Jth node connected to NODE. |
| NDIR (I) | Nondirectional link volumes for the links connected to NODE. |
| $\operatorname{IDIR}(\mathrm{I})$ | Directional link volumes for the links connected to NODE. |
| $\mathrm{CH}(\mathrm{I})$ | Directional link volumes for the links going in the direction of the nodes connected to NODE. |
| KC (IND) | A table indexed by the turn code which has the number of one-way links out from NODE. |
| KR (IND) | A table indexed by the turn code which has the number of one-way links into NODE. |
| IPATH(I) | This a path index for node I. |

Array
INDEX(I)

LINKS

VOL (I)

OVERF

This array contains the FORTRAN type index indicating the location where the links from node $I$ begin in array LINKS. The half words are used as 16 bit unsigned integers.

This array contains a link in each half word. Bit 0 is the last link flag, bit 1 is the selected link flag, and bits 2 through 15 are the Bnode number.

This is a half word array which has the same dimension as array LINKS and element I contains either the assigned directional link volumes for link LINKS(I) or the index of where it is in array OVERF. The first bit of a VOL element is a flag bit, if it is zero, then the next 15 bits are an unsigned binary integer which is a link volume. If the flag bit is 1 , then the next 15 bits are an unsigned binary integer which is an index into array OVERF where the link volume is stored.

This is a half word array which is either used to store turn volumes or indexes to where they are stored. The flag bit is the same as for array VOL and the next 15 bits are also treated the same as for array VOL.

This is a half word array which contains unsigned 16 bit integers which are indexes into array TRNTB where the turn volumes for node $J$ are stored.

This is a full word array used to store link volumes greater than 32767 and turn volumes greater than 32767.

| Control Variable | Contents | Meaning |
| :---: | :---: | :---: |
| DLT | False | There are no errors in the parameter cards read. |
| DLT | True | There are one or more errors in the parameter cards read for DELETE ASSIGNMENTS. The program will continue reading control cards but it will end execution with a STOP 3 when the next card with a $\$$ character is column 1 or an *END card is read. |
| IMPD | False | An *IMPEDANCE parameter card has not been read. |
| SLF | False | An *ADJUST parameter card has not been read. |
| SLF | True | An *ADJUST parameter card has been read. |
| Variable |  | Contents |
| NMPD | ignment n impedan e update calculat | of the assignment which is to be the IMPD is true or from which the ion using the count field is to be w set of link impedances. |

Variable
IL
LNK1

LNK2

MAXTIM

MAXLNK

MAXNDS
NOSUB
ERR

|  |  |
| :--- | :---: |
| Array | Length |
| FSTND | 4 |
| LSTCEN | 4 |
| LSTFWY | 4 |
| LSTART | 4 |
| LINKS | 73343 |
| ARRAY | 220 |
| ARRAY2 | 220 |

Contents
This is the number of link records in array LINKS. This is the number of links written on unit 3 . This is the number of links written on unit 11. This is the maximum link time in 0.01 minute units. This is the maximum number of one-way links for a network. This is the maximum number of nodes for a network. This is the number of subnets the network is in. This is the number of errors found in processing the link data

## Arrays

$\qquad$
First node of each subnet.
Last centroid of each subnet.
Last freeway of each subnet.
Last arterial node of each subnet.
Contains the sorted packed links array described in NEWNET.

Contains one record from unit 3 of 40 packed links.

Contains one record from unit 11 of 40 packed links.

| Variable | Contents |
| :---: | :---: |
| ITER | Number of iteration runs in an ASSIGN SELF-BALANCING run which are to be used to produce a weighted assignment. |
| ISG | The segment number of the network which is being summed in core. |
| NSG | The number of segments the network is broken into. |
| IN | The index into array VOLS where the out link volumes are to be summed. |
| IO | The index into array VOLS where the in link volumes are to be summed. |
| IT | The index into array VOLS where the turn volumes are to be summed. |
| NSPL | The number of link volume records to skip to reach the link volume records for segment ISG for both the out link volumes and the in link volumes. |
| NSAL | The number of link volume records which must be skipped to reach the end of either type of link volume records after the link volume records for segment ISG have been read. |
| NSPT | The number of turn volume records which must be skipped to reach the turn volume records for segment ISG. |
| NSAT | The number of turn volume records to skip after reading the turn volume records for segment ISG to reach the end of the records written for one assignment on unit 3. |
| IWT | The percent weight for iteration ISG. |
| NS | The number of records to skip on unit 3 at various places in subroutine WTSGLN. |

WTG(I) The weight to use for iteration I expressed as a number between 0 and 1.0 .

VOLS (I)
The full word array in which all weighted volumes for a segment are summed.

Array
BL(I) The number of blocks of links (or records) for segment I.
WL(I) The number of link volumes for segment I.
BT(I) The number of blocks of turn volumes (or records) for segment $I$.

WT (I)

FS (I)
LS (I)
BUF
The number of turn volumes for segment $I$. The first node number of segment $I$.

The last node number of segment $I$.
This is an array of 4000 words which is used to read link volume records and turn volume records.

DATA SETS AND
DATASETSORMATS

DATA SETS

DATA SET FORMATS
OUTPUT SELECTED LINKS

Two categories of data sets are associated with the Texas Large Network Package: relocatable data sets and fixed data sets. The unit numbers associated with relocatable data sets may be changed either by the use of unit control cards or, in some instances, by the execution of some programs such as ASSIGN SELF-BALANCING. A cross reference of the data sets with associated programs is given in Table 6.

## DATA SET FORMATS

There are eleven basic formats associated with data sets used by the package. These eleven format types are:

| $\begin{aligned} & \text { FORMAT } \\ & \text { TYPE } \end{aligned}$ | FORMAT <br> TYPE CODE |
| :---: | :---: |
| Trip Volumes Data Set | B |
| Flexible Record Data Set | F |
| Separation Matrix Data Set | I |
| Selected Interchanges Data Set | L |
| Paths Data Set | A |
| Calcomp Plot Tape | P |
| Route Data Set | R |
| Trip Matrix Data Set | T |
| Scratch Node Names Data Set | X |
| Scratch Packed Links Data Set | Y |
| Scratch Multiple Assignments Data Set | Z |

The format type codes (indicated above) are used in the cross reference contained in Table 7 to indicate the format types used with each data set

TABLE 6：CROSS REFERENCE OF DATA SETS WITH ASSOCIATED PROGRAMS

| Data Set Identification | Relocatable Data Sets |  |  |  |  |  |  |  |  |  |  | Fixed Data Sets |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 労 | 学 | $\begin{aligned} & \text { 曷 } \\ & 0 \\ & 0 \end{aligned}$ |  | $\begin{array}{\|l\|l} \hline-1 \\ 0 \\ 0 \\ 0 \\ 0 \\ \end{array}$ | 云 <br> 品 <br> 思 | 4 0 0 $y$ $y$ | $\begin{array}{\|l\|l\|} \text { 畍 } \\ \text { 。 } \end{array}$ |  |  |  | $\begin{gathered} \text { dy } \\ \dot{4} \\ \stackrel{\rightharpoonup}{U} \\ \tilde{\sim} \end{gathered}$ | $\left\|\begin{array}{l} \substack{0 \\ 0 \\ 0 \\ \tilde{u} \\ 0 \\ 0} \end{array}\right\|$ |  |  | $\begin{aligned} & \frac{y}{4} \\ & 0 \\ & 3 \\ & 3 \\ & 0 \\ & y \end{aligned}$ | $\begin{aligned} & \tilde{u} \\ & \stackrel{~}{u} \\ & \stackrel{y}{u} \\ & 0 \end{aligned}$ | \| |  |  | － |
| （Default）Unit Number | 5 | 10 | 8 | 16 | ＊ | ＊ | 1 | 25 | 9 |  |  | 3 | 4 | 17 | 11 | 12 | 13 | ＊＊ | ＊＊ | 49 | 50 |
| PREPARE NETWORK | I |  |  |  |  |  | 0 |  |  |  |  | I／O | I／O |  | I／0 |  |  |  |  |  |  |
| ASSEMBLE NETWORK | I |  |  |  |  |  | 0 |  |  |  |  | I／0 | I／O |  | I／O |  |  |  |  |  |  |
| REVISE NETWORK | I |  |  |  |  |  | 0 |  |  |  |  | I／0 | I／O |  | I／O | I | I／O |  |  |  |  |
| OUTPUT NETWORK |  |  |  |  |  |  | I |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| DELETE ASSIGNMENTS |  |  |  |  |  |  | 0 |  |  |  |  |  |  |  |  | I |  |  |  |  |  |
| PREPARE TRIP VOLUMES |  | I | 0 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| OUTPUT TRIP VOLUMES |  |  | I |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| BUILD TREES |  |  |  |  |  |  | I |  |  |  | 0 |  |  |  |  |  |  |  |  | I | 0 |
| LOAD NETWORK |  |  | I |  |  |  | I | I／0 | 0 |  |  |  |  |  |  |  |  |  |  |  | I |
| ASSIGN SELF－BALANCING |  |  | I |  |  |  | I／O | I／0 | I／O |  | 0 | I／0 |  |  |  |  |  |  |  |  | I／O |
| LOAD SELECTED LINKS |  |  | I |  |  |  | I | I／O | 0 |  |  |  |  |  |  |  |  | 0 |  |  | I |
| PLOT ROUTE PROFILES |  |  |  |  |  |  |  | I |  |  |  |  |  |  |  |  |  |  | 0 |  |  |
| FRATAR FORECAST＊＊＊ |  |  | I | I／O |  |  |  |  |  |  |  |  |  | I／O |  |  |  |  |  |  |  |
| SUM TRIP ENDS |  |  | I |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| MERGE |  |  |  |  | 0 | I |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

I＝Input Data Set
$0=$ Output Data Set
＊No default option exists for the MERGE program．Appropriate Unit Designation Cards must be provided by the user．
＊＊Assembly language program reference．
＊＊＊The FRATAR FORECAST program sets the CTVOUT unit to the same unit as FRATAR．
Note：Some of the output data sets may be suppressed by use of the DD DUMMY option in the JCL．

TABLE 7：CROSS REFERENCE OF DATA SETS WITH ASSOCIATED PROGRAMS INDICATING THE DATA SET FORMAT TYPES

|  | Relocatable Data Sets |  |  |  |  |  |  |  |  | Fixed Data Sets |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Data Set Identification | $\stackrel{y y}{4}$ | H | 妥 | 曷 足 思 | 怠 品 䛼 号 | $\begin{aligned} & \text { y } \\ & 0 \\ & 0 \\ & \text { 号 } \\ & \text { Ha } \end{aligned}$ | $\begin{aligned} & \text { 田 } \\ & \text { 䃁 } \\ & \end{aligned}$ |  |  |  | $\begin{aligned} & \stackrel{1}{U} \\ & \underset{\sim}{u} \\ & \underset{\sim}{U} \\ & \text { N } \end{aligned}$ |  | $\begin{gathered} \underset{y}{c} \\ 4 \\ \tilde{u} \\ \underset{~}{u} \\ 0 \end{gathered}$ |  | $\begin{aligned} & \text { fig } \\ & \text { u } \\ & \text { on } \\ & \text { u } \\ & \text { un } \end{aligned}$ | 品 䛼 号 |  | 号 | 等 |
| （Default）Unit Number | 10 | 8 | 16 | ＊＊ | ＊＊ | 1 | 25 | 9 | 20 | 3 | 4 | 17 | 11 | 12 | 13 | ＊＊＊ | ＊＊＊ | 49 | 50 |
| PREPARE NETWORK |  |  |  |  |  | F |  |  |  | Y | X |  | Y |  |  |  |  |  |  |
| ASSEMBLE NETWORK |  |  |  |  |  | F |  |  |  | Y | X |  | Y |  |  |  |  |  |  |
| REVISE NETWORK |  |  |  |  |  | F |  |  |  | Y | X |  | Y | F | F |  |  |  |  |
| OUTPUT NETWORK |  |  |  |  |  | F |  |  |  |  |  |  |  |  |  |  |  |  |  |
| DELETE ASSIGNMENTS |  |  |  |  |  | F |  |  |  |  |  |  |  | F |  |  |  |  |  |
| PREPARE TRIP VOLUMES | B | T |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| OUTPUT TRIP VOLUMES |  | T |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| BUILD TREES |  |  |  |  |  | F |  |  | I |  |  |  |  |  |  |  |  | A | A |
| LOAD NETWORK |  | T |  |  |  | F | R | F | I |  |  |  |  |  |  |  |  |  | A |
| ASSIGN SELF－BALANCING |  | T |  |  |  | F | R | F | I | Z |  |  |  |  |  |  |  |  | A |
| LOAD SELECTED LINKS |  | T |  |  |  | F | R | F |  |  |  |  |  |  |  | L |  |  | A |
| PLOT ROUTE PROFILES |  |  |  |  |  |  | R |  |  |  |  |  |  |  |  |  | P |  |  |
| FRATAR FORECAST＊＊＊＊ |  | T | T |  |  |  |  |  |  |  |  | T |  |  |  |  |  |  |  |
| SUM TRIP ENDS |  | T |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| MERGE |  |  |  | T | T |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

＊＊No default option exists for the MERGE program．Appropriate Unit Desig－ nation Cards must be provided by the user．
＊＊＊Assembly language program reference
＊＊＊＊The FRATAR FORECAST program sets the CTVOUT unit to the same unit as FRATAR．
Note：Some of the output data sets may be suppressed by use of the DD DUMMY option in the JCL．
and its associated programs. As can be seen from Table 7 , some of the data sets have two different formats associated with them depending on the user program option being executed. Likewise, several of the data sets may have the same format as in the case of the trip matrix data set format. In order to determine the format for a given data set, the programmer should:

- Reference Table 7 to determine which of the eleven formats is associated with the data set of interest.
- Refer to the detailed description of the format.

The detailed descriptions of ten* of the eleven formats are as follows:
*The format for the Calcomp plot tape (format type code: P) has not been included.

PATHS DATA SET
(Format Type Code: A)

## Parameter Record

| Displacement Bytes | Length Bytes | Contents |
| :---: | :---: | :---: |
| 0 | 4 | The number of subnets in the network. |
| 4 | 4 | The last node number in the network. |
| 8 | 4 | The number of words of path indices in a path record. |
| 12 | 4 | The first zone number in subnet 1.* |
| 16 | 4 | The last zone number in subnet 1.* |

Path Record

| Displacement Bytes | Length Bytes |
| :---: | :---: |
| 0 | 4 |
| 4 | 4 |
| 8 | 4 |
| 12 | 4 |
| 16 | 4 |
| $\vdots$ | $\vdots$ |
| 4 K | 4 |

## Contents

Home zone of the tree.
Path indices for nodes 1 thru 10.**

Path indices for nodes 11 thru 20.**
Path indices for nodes 21 thru 30.**

Path indices for nodes 31 thru 40.**

Path indices for nodes $10(\mathrm{~K}-1)$ +1 thru $10(\mathrm{~K}-1)+10 . * *$
*These two items are repeated for each subnet. **The first two bits of each word containing ten path indices are not used.
V-5

TRIP VOLUMES DATA SET
(Format Type Code: B)

Trip Volume Record

Displacement Bytes
0

6

12
18
24
Length Bytes
6
6
6
6
6

Contents
Zone of Origin
Zone of Destination
24-hour volume
AM-peak volume
PM-peak volume

Each field in the record is in EBCDIC and these records must be sorted into ascending order on a key of the first 12 bytes. The records should be in Fixed length or Fixed Blocked format. The minimum length of the records is 18 bytes if the 24 -hour volume is used, 24 bytes if the AM-peak volume is used, or 30 bytes if the PM-peak volume is used.

End of Data Set Indicator Record
Displacement Bytes $\quad$ Length Bytes $\quad$ Contents
0
1
N is the minimum length for a trip volume record. This record is
only required if this data set is on cards and is read from unit 5 and
it must follow the last Trip Volume record.
V-6

## FLEXIBLE RECORD DATA SET

(Format Type Code: F)

Parameter Record (One record)

| Bytes Displacement | Length | Contents |
| :---: | :---: | :---: |
| 0 | 4 | Number of Subnetworks in the Network |
| 4 | 4 | Number of Assignments |
| 8 | 4 | Number of directional links in the Network |
| 12 | 4 | First Centroid in Subnetwork 1 |
| 16 | 4 | Last Centroid in Subnetwork 1 |
| 20 | 4 | Last Arterial node in Subnetwork 1 |
| 24 | 4 | Last Freeway node in Subnetwork 1 |
| (The last four items are repeated once for each subnetwork) |  |  |
| Heading record (One from network preparation and one from each assignment) |  |  |
| Bytes Displacement | Length | Contents |
| 0 | 80 | Heading record in EBC |
| 80 | 12 | Processing date |

Anode record (One for each Anode; the records are in sorted order on the Anode number; each Anode record is followed by the Link records which are connected to it).

| Displacement |  | Length |  |  |
| :---: | :---: | :---: | :---: | :---: |
| Bytes | Bits | Bytes | Bits | Contents |
| 0 | 0 | 2 | 0 | Anode number |
| 2 | 0 | 2 | 0 | Number of links connected to this node |
| 4 | 0 | 0 | 1 | Centroid flag (One if it is a centroid) |
| 4 | 1 | 0 | 1 | Freeway flag (One if it is a Freeway) |
| 4 | 2 | 0 | 6 | Turning movement type code |
| 5 | 0 | 3 | 0 | Not used |
| 8 | 0 | 2 | 0 | X coordinate of Anode |
| 10 | 0 | 2 | 0 | Y coordinate of Anode |
| 12 | 0 | 2 | 0 | Subarea code of Anode |
| 14 | 0 | 20 | 0 | Anode name in EBCDIC |
| Link Record (There is one link record for each link connected to a node; |  |  |  |  |
| the link records follow the Anode to which they are connected) |  |  |  |  |
| Displacement Length |  |  |  |  |
| Bytes | Bits | Bytes | Bits | Contents |
| 0 | 0 | 0 | 1 | Last Link from Anode flag |
| 0 | 1 | 0 | 1 | Shaft flag $\begin{aligned} & 0=\text { one direction } \\ & 1=\text { other direction } \end{aligned}$ |
| 0 | 2 | 0 | 1 | Arrow flag <br> $0=$ one direction <br> $1=$ other direction |


| Displacement |  | Length |  |  |
| :---: | :---: | :---: | :---: | :---: |
| Bytes | Bits | Bytes | Bits | Contents |
| 0 | 3 | 0 | 1 | Not used |
| 0 | 4 | 0 | 14 | Link time in hundredths of a minute |
| 0 | 18 | 0 | 14 | Bnode of Link |
| 4 | 0 | 0 | 4 | Jurisdiction code of Anode |
| 4 | 4 | 0 | 14 | Distance of Link in hundredths of a mile |
| 4 | 18 | 0 | 14 | Speed in tenths of a mile/hour |
| 8 | 0 | 2 | 0 | Functional class (Codes 0 thru 15) |
| 10 | 0 | 2 | 0 | Route number (Codes 0 thru 99) |
| 12 | 0 | 2 | 0 | Corridor intercept |
| 14 | 0 | 2 | 0 | Duplicate Mileage Eliminaotr flag (One if link is to be eliminated from mileage summaries) |
| 16 | 0 | 2 | 0 | Link Volume |
| 18 | 0 | 2 | 0 | Link Capacity |
| 20 | 0 | 4 | 0 | Link impedance used on first assignment |
| 24 | 0 | 4 | 0 | Nondirectional Link volume from first assignment |

Parameter Record


The time is in hundredths of a minute. If a zone is not reached, its time field will be 32,767 hundredths of a minute. The separation records will be in the same order as the trees that are built.

## Header Records

| Bytes Displacement | $\frac{\text { Length in Bytes }}{2}$ | Contents <br> 0 |
| :---: | :---: | :--- |
| 2 | 2 | Zeros |
| 4 | 8 | $2 I+1$ |
|  |  | Columns $8 \mathrm{I}+1$ to <br> $8 I+7$ of the Header <br> Line |

There are 12 header records ( $I=0,11$ ); each header record has eight bytes of the header line except the last record which has four bytes of the header line.

Select Record

| Bytes Displacement | Length in Bytes | Contents <br> 0 |
| :---: | :---: | :--- |
| 2 | 2 | Link Index of the <br> Selected Link* |
| 4 | 2 | Zeros <br> Percent of Trip Volumes <br> to Print for this Selected <br> Link |
| 6 | 2 | Smallest Node of Selected <br> Link |
| 8 | 2 | Largest Node of Selected <br> Link |
| 10 | 2 | Cut of Volume for Printing |
| 12 | Number of Trip Interchanges <br> to print |  |

*This is the index of the directional link from the smallest node of this selected link to the largest node of this selected link.

| Bytes Displacement | Length in Bytes | Contents |
| :---: | :---: | :---: |
| 0 | 2 | Link Index of Selected Link* |
| 2 | 2 | First Zone of the Interchange |
| 4 | 2 | Second Zone of the Interchange |
| 6 | 4 | Number of Trips in the Interchange |
| 10 | 4 | Zeros |
| 14 | 2 | Trip Direction Code |
| Trip Direction Code | Direction of Interchange | Direction of Trip Through Selected Link |
| 10 | First Zone to Second Zone | Sma11 Node number to Large Node number |
| 2 | First Zone to Second Zone | Large Node number to Small Node number |
| Interchange Record |  |  |
| Bytes Displacement | Length of Bytes | Contents |
| 0 | 2 | Link Index of Selected Link* |
| 2 | 2 | First Zone of the Interchange |
| 4 | 2 | Second Zone of the Interchange |
| 6 | 4 | Zeros |
| 10 | 4 | Number of Trips in the Interchange |
| 14 | 2 | Trip Direction Code |


| Trip Direction Code | Direction of <br> 1 | Interchange |
| :---: | :--- | :--- |
| Second Zone to <br> First Zone | Selected Link |  |
| Second Zone to | Small Node number to Large <br> Node number |  |
| Sirst Zone |  |  |$\quad$| Large Node number to |
| :--- |
| Small Node number |

*These records are written fixed blocked 18 bytes long. They are
18 bytes long so that they can be sorted.

ROUTE DATA SET
(Format Type Code: R)

## Parameter Record

| Displacement Bytes | $\frac{\text { Length Bytes }}{4}$ |
| :---: | :---: |
| 0 | 12 |
| 4 | $4 * \mathrm{NLS}$ |

Displacement Bytes
0

4

Header Records

0

4

16

Length Bytes
4

4* (NLS + 3)

Contents
NLS $=$ the Number of Assignments

Unused
Contents

Sort Key $=100 *$ (Assignment number +1$)+J$

Twelve bytes of the header Unused

There are 8 of the Header records for each Header that is on a Flexible Record. The $J$ in the Sort Key of the above records is $1,4,7$, $10,13,16,19,22$ and is the index of where the three words should be read into the header array in core when they are read. The record where $J=22$ contains only two words of the header. The location that would be the third word is filled by 4 bytes of a 0 integer. The assignment number for the header record when the Flexible Record was built is set to 0 . The above records are repeated for each assignment.

## Route Records



Contents

Route Code

Anode of the Link

Bnode of the Link

Functional Class Code

Distance of the link in 0.01 mile units

Speed of the link in 0.1 mile/hour units

Count field in units of 100 trips

Capacity in units of 100 trips

Nondirectional Assigned volume for the first assignment

Nondirectional Assigned volume for the NLS assignment

One Route record is written for each link that has a route code where the Anode is less than the Bnode.

# TRIP MATRIX DATA SET 

(Format Type Code: T)

Header Record
Displacement

Length

4

4

4

## Contents

Number of Subnetworks
First centroid in Subnet I
Last centroid in Subnet I

The last two items are repeated for the number of subnets where $I=1$, $N$.

Trip Record

| Displacement | Length | Contents |
| :---: | :--- | :--- |
| 0 | 4 | Origin zone of all inter- <br> changes in this record |
| 4 | 4 | Subnet of the origin zone |
| 8 | 4 | N=Number of interchanges <br> in this record (from 1 to |
| 12 | 4 | Interchange item |

The interchange item is an 18 bit interchange volume followed by a 14 -bit destination zone number.

The trip records are in sort on the origin zone and the interchange items for each origin are in sort on the destination zone.

## SCRATCH NODE NAMES DATA SET

(Format Type Code: X)

Node Name Record

Displacement Bytes
0

4

## Length Bytes

4

20

Contents

Anode number as a 4 byte integer

Node name

The node name records are written in ascending order of node numbers.

## SCRATCH PACKED LINKS DATA SET

(Format Type Code: Y)

This data set is made up of records which contain 40 link records. These 40 link records are in the 22 byte format used in the LINKS array in Logical Division 1. The link records are sorted on the key of Anode, Link class, and Link data card count in ascending order for both Unit 3 and Unit 11 separately. The format for the 22 byte link records is as follows:
\(\left.$$
\begin{array}{cccl}\begin{array}{c}\text { Displacement } \\
\text { Bytes }\end{array} & \begin{array}{l}\text { Length } \\
\text { Bytes }\end{array}
$$ \& \begin{array}{l}Bits <br>

0\end{array} \& 0\end{array}\right]\)| Contents |
| :--- |
| 1 |

Link Record Format (continued)

| Displacement |  | Length |  | Contents |
| :---: | :---: | :---: | :---: | :---: |
| Bytes | Bits | Bytes | Bits |  |
| 12 | 0 | 0 | 10 | Link distance in units of $1 / 100$ of a mile |
| 13 | 2 | 0 | 7 | Corridor intersect code |
| 14 | 1 | 0 | 5 | Route number |
| 14 | 6 | 0 | 1 | ```Shaft code, 0 = one direction 1 = other direction``` |
| 14 | 7 | 0 | 1 | $\text { Arrow code, } \begin{aligned} 0 & =\text { one direction } \\ 1 & =\text { other direction } \end{aligned}$ |
| 15 | 0 | 1 | 0 | Unused |
| 16 | 0 | 0 | 6 | Link Impedance field, in units of 1/100 minutes |
| 16 | 6 | 0 | 1 | Link delete code <br> $0=$ keep link <br> $1=$ delete link from updated Flexible Data Record |
| 16 | 7 | 4 | 1 | Unused |

## SCRATCH MULTIPLE ASSIGNMENTS DATA SET

(Format Type Code: Z)

## Parameter Record

| Displacement Bytes | Length Bytes | Contents |
| :---: | :---: | :---: |
| 0 | 4 | The number of segments that the network is divided into. |
| 4 | 4 | The number of link records for segment 1 . |
| 8 | 4 | The number of link volumes for segment 1. |
| 12 | 4 | The number of turn volume records for segment 1. |
| 16 | 4 | The number of turn volumes for segment 1. |
| 20 | 4 | The first node in segment 1. |
| 24 | 4 | The last node in segment 1. |
| - |  |  |
|  |  |  |

The last six items are repeated in the above order for the other segments.

## Volumes Record**

Displacement Bytes Length Bytes
Contents

| 0 | 4 | A volume |
| :---: | :---: | :---: |
| $\bullet$ | $\bullet$ | $\bullet$ |
| $\bullet$ | $\ddots$ | $\bullet$ |
| $4(K-1)$ | 4 | A volume |

** The volume records contain from one to 4000 volumes.

All of the volume records for one assignment are grouped together. Within the volume records written for one subnet, the records are in the order of out volume records, in volume records, and turn volume records. Each type of volume records is further divided by segment. Each record for each type is 4000 words long unless it must be shorter because of either a segment boundary or the end of the network.

## OUTPUT SELECTED LINKS

The OUTPUT SELECTED LINKS program must be run as a separate job (or as separate job steps). It uses the SELTRP data set built by ASSIGN SELECTED LINKS as input. The program performs two sorts and, thereby, produces two data sets. Both data sets have the same format. The format for these data sets is as follows:

This is the data set which comes from the first sort in the OUTPUT SELECTED LINKS job as it is modified by the E35 exit in the IBM sort using the E35 assembly language subroutine. It is also the format of the data set which results from the second sort performed in the OUTPUT SELECTED LINKS job.

Header Records

| Bytes Displacement | Length in Bytes | Contents |
| :---: | :---: | :--- |
| 0 | 2 | Zeros |
| 2 | 2 | $2 I+1$ |
| 4 | 8 | Columns $8 \mathrm{I}+1$ to |
|  | $8 I+7$ of the Header Line |  |

There are 12 header records ( $I=0,11$ ); each header record has eight bytes of the header line except the last record which has four bytes of the header line.

Select Record

| Bytes Displacement | Length in Bytes | Contents |
| :---: | :---: | :---: |
| 0 | 2 | Link Index of Selected Link* |
| 2 | 2 | Smallest node number of the selected link |
| 4 | 2 | Largest node number of the selected link |
| 6 | 2 | 32767 |

[^2]| Bytes Displacement | Length in Bytes | Contents |
| :---: | :---: | :---: |
| 8 | 2 | ```Percent of Trip Volumes to print for this selected Link``` |
| 10 | 2 | Cut of Volume for Printing |
| 12 | 2 | Number of Trip Interchanges to print |
| Sum Record |  |  |
| Displacement Bytes | Length in Bytes | Contents |
| 0 | 2 | Link Index of Selected Link |
| 2 | 4 | Zero |
| 6 | 2 | 32766 |
| 8 | 2 | -1 |
| 10 | 4 | Sum of Trip interchange volumes loaded through the Selected Link |
| Interchange Record |  |  |
| Displacement Bytes | Length in Bytes | Contents |
| 0 | 2 | Link Index of Selected Link |
| 2 | 2 | First Zone of the Interchange |
| 4 | 2 | Second Zone of the Interchange |
| 6 | 4 | Nondirectional link volume between the origin and destination zones |
| 10 | 4 | ```Directonal link volume (direction specified by Trip Direction Code)``` |
| 14 | 2 | Trip Direction Code (see table on next page) |


| Trip Direction Code |  | First Zone to Second Zone Interchange |  | Second Zone to First Zone Interchange |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  | Direction of trip through link is small |  | Direction of trip through link is |
| Decimal | Binary | Present | node number | Present | to large node number |
| 1 | 0001 | No | - | Yes | Yes |
| 2 | 0010 | Yes | Yes | No | - |
| 3 | 0011 | Yes | Yes | Yes | Yes |
| 5 | 0101 | No | - | Yes | No |
| 7 | 0111 | Yes | Yes | Yes | No |
| 10 | 1010 | Yes | No | No | - |
| 11 | 1011 | Yes | No | Yes | Yes |
| 15 | 1111 | Yes | No | Yes | No |

OTHER INFORMATION

PRINTED OUTPUT FROM \$LOAD NETWORK AND \$ASSIGN SELF-BALANCING

TURNING MOVEMENTS

## PRINTED OUTPUT FROM \$LOAD NETWORK AND \$ASSIGN SELF-BALANCING

Nineteen different types of tables may be produced during the execution of \$ASSIGN SELF-BALANCING and sixteen different types during the execution of \$LOAD NETWORK. However, many of these tables are produced only under certain conditions. In addition, during the \$ASSIGN SELFBALANCING process, many of these tables are produced multiple times: some after each iteration, some after certain iterations, and some only after the last iteration. The following two tables, therefore, provide a summary of the output produced by these two programs under the various conditions:

SUMMARY OF OUTPUT FOR \$ASSIGN SELF-BALANCING AND \$LOAD NETWORK

| OUTPUT | \$ASSIGN SELF-BALANCING |  |  |  |  |  | \$LOAD | NETWORK |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  |  |  |  |  |  |  |
| 1. Selected Tables and Summaries* | X | X | X | X | X |  |  | X |
| 2. Iteration WeightingMultiple Regression Analysis | X | X | X |  |  |  |  |  |
| 3. Link Volumes | x |  |  | x | X |  |  | X |
| 4. Iteration Weights Applied |  |  | X |  |  |  |  |  |
| 5. Corridor Intercept Tables |  |  |  |  |  | X |  | X |
| 6. Route Profiles |  |  |  |  |  | x |  | X |
| 7. List of Volumes and Impedances for Updated Links |  |  |  |  |  | X |  |  |

*See table titled "Tables and Summaries Produced with Each Assignment" on next page.

| Tables and Summaries | CONDITIONS UNDER WHICH TABLE OR SUMMARY IS PRODUCED |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  | $\begin{aligned} & \text { H } \\ & 0 \\ & 4 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & \hline \end{aligned}$ |  |  |  |  |
| 1．Cross Classification of V／C Frequencies from Last Two Assignments |  |  |  |  | X |
| 2．Cross Classification of Link Counts by V／C Ratio from Last Two Assignments |  |  | X |  | X |
| 3．Jurisdiction Summary |  | X |  |  |  |
| 4．Jurisdictional／Functional Cross Classi－ fication of Assigned Volumes | X |  |  |  |  |
| 5．Jurisdictional／Functional Cross Classi－ fication of Counted Volumes | X |  | X |  |  |
| 6．Jurisdictional／Functional Cross Classi－ fication of Link Capacities | － x |  |  | X |  |
| 7．Comparison of Assigned Volumes with Counted Volumes |  |  | X |  |  |
| 8．Comparison of Assigned Volumes with Link Capacities |  |  |  | X |  |
| 9．Comparison of Assigned Volumes（from last assignment）with Assigned Volumes（from assignment before last） |  |  |  |  | X |

Turning movements are directional volumes which are loaded through a specific triplet of nodes. Turning movements are logically associated with the intersection node. For a node connected to three other nodes the following equations can be written:

$$
\begin{aligned}
& T_{1,1}+T_{1,2}+T_{1,3}=D_{1} \\
& T_{2,1}+T_{2,2}+T_{2,3}=D_{2} \\
& T_{3,1}+T_{3,2}+T_{3,3}=D_{3} \\
& T_{1,1}+T_{2,1}+T_{3,1}=R_{1} \\
& T_{1,2}+T_{2,2}+T_{3,2}=R_{2} \\
& T_{1,3}+T_{2,3}+T_{3,3}=R_{3}
\end{aligned}
$$

Where $R_{i}=$ the directional link volume from the intersection node to the node of the $i^{\text {th }}$ link.

Where $D_{j}=$ the directional link volume from the node of the $j^{\text {th }}$ link to the intersection node.
Where $T_{i j}=$ the turning movement between the node in the $i^{\text {th }}$ link and the node in the $j^{\text {th }}$ link which are connected to the intersection node.

These equations can also be represented by a matrix with two vectors:

Because of the way in which trees are built and in which paths are represented in the Texas Large Network Package the turning movements on the diagonal of the matrix which are U-turns are all zero. Also the turning movements in some rows and columns will be zero because of the one-way links. To limit the possible number of cases with one-way links, the links which are connected to each node are connected in the following order: one-way links into the node, two-way links, one-way links out from node.

Putting in zeros for the diagonal elements for a case of three two-way links there are six equations with six unknowns:

| 0 | $\mathrm{T}_{1,2}$ | $\mathrm{T}_{1,3}$ |
| :---: | :---: | :---: |
| $\mathrm{T}_{2,1}$ | 0 | $\mathrm{T}_{2,3}$ |
| $\mathrm{T}_{3,1}$ | $\mathrm{T}_{3,2}$ | 0 |
| $\mathrm{R}_{1}$ | $\mathrm{R}_{2}$ | $\mathrm{R}_{3}$ |

Each equation has two variables in it and one constant. Six equations with six unknowns can be solved if the equations are independent, however these equations are not. If any one of the six turning movements is known the other five can be calculated. The known turning movement will make two equations with only one unknown each which can be calculated and the turning movements which are calculated from these equations will allow other turning movements to be calculated.

The following method is used in calculating turning movements: (1) A11 locations in the turning movements matrix are set to -1 to represent unknowns; (2) The diagonal elements are set to zeros;
(3) If there are any one-way links into the node then the corresponding ro row of the matrix is set to zero; (4) If there are any one-way links out the corresponding column of the matrix is set to zero; (5) Turning movements which have been saved are placed in the matrix; (6) The directional link volumes are found and become two vectors of constants; (7) The matrix is searched by rows and if a row has only one unknown, it is calculated; (8) The matrix is searched by columns and if a column has only one unknown, it is calculated; (9) If there are any unknown turning movements left then steps 7 and 8 are repeated for up to $N$ times where N is the number of nodes connected. to the intersection node.

The process for calculating unknown turning movements can be used for a node connected to any number of nodes but the number of turning movements to save if all links are two-way goes up rapidly with the number of links to which a node is connected. Also the number of combinations of one-way links out, two-way links and one-way links in goes up rapidly with the number of links even when these links are sorted into the three link classes and arranged in the above order. For $N$, the number of nodes to which an intersection node is connected, where the links are all twoway $M=N^{2}-3 N+1$ for $N>2$ where $M$ is the number of turning movements to save. If U-turns were allowed then $M=N^{2}-2 N+1$.

In the Texas Large Network Package turn codes are set up for all combinations of two-way and one-way links for a node connected to either three or four nodes. Also there is a turn code for a node connected to either five or six nodes. These turn codes are set up in either the Prepare Network, Assembly Network, or the Revise Network program and they are written on the Flexible Data Record data set. The turn code are described in a table. The turn codes for a node connected to five or
six nodes cause enough turning movements to be saved to calculate the other turning movements when all of the links are two-way. This is also more than enough for these cases with one or more one-way links.

A method for determining which turning movements to save and which to calculate will be outlined here. The easiest way to work with this problem is to represent the turning movements in a matrix form as was done earlier for the case of a node connected to three other nodes. It is convenient to let the row and column positions within the matrix represent the links which contain the node numbers instead of writing subscripts on the variables. Also a "s" will be written if the turning movement is saved, a "c" will be written if it is calculated and a zero will be written in the matrix position if the turning movement is known to be zero either because it is a U-turn or because of a one-way link. Also the two vectors which represent directional link volumes will not be written since these are always saved. To identify each case three one digit integers will be written over each matrix which are the number of two-way links, the number of one-way links in and the number of one-way links out which are connected to the intersection node. The following examples are all of the cases for a node connected to four other nodes for which one or more turning movements must be saved:

| 0 | 2 |  |  |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 |
| c | c | 0 | 0 |
| s | c | 0 | 0 |


| 1 | 1 | 2 |  |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 |
| c | c | 0 | 0 |
| s | c | c | 0 |


| 1 | 2 |  |  |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 |
| c | 0 | 0 | 0 |
| c | c | 0 | 0 |
| s | c | 0 | 0 |


| 2 | 0 | 2 |  |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 |
| c | c | 0 | c |
| s | c | c | 0 |


| 2 |  | 1 | 1 |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 |
| c | 0 | c | 0 |
| c | s | 0 | 0 |
| s | c | c | 0 |


|  | 2 |  |  |
| :---: | :---: | :---: | :---: |
| 0 | c | 0 | 0 |
| c | 0 | 0 | 0 |
| c | c | 0 | 0 |
| s | c | 0 | 0 |


| 3 |  | 1 |  |
| :---: | :---: | :---: | :---: |
| 0 | c | c | 0 |
| c | 0 | c | 0 |
| s | c | 0 | 0 |
| s | s | c | 0 |


| 3 | 0 | 1 |  |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 |
| c | 0 | c | c |
| s | c | 0 | c |
| s | s | c | 0 |


| 4 | 0 | 0 |  |
| :---: | :---: | :---: | :---: |
| 0 | $c$ | $c$ | $c$ |
| $c$ | 0 | $s$ | $c$ |
| $s$ | $s$ | 0 | $c$ |
| $s$ | $s$ | $c$ | 0 |


| Turn <br> Code | Total <br> Number <br> of Links | T | I | 0 | Number of Turning Movements to Save | Turn Movements to Save* |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 1 | 3 | 0 | 0 | 3 | 0 |  |
| 2 | 3 | 0 | 1 | 2 | 0 |  |
| 3 | 3 | 0 | 2 | 1 | 0 |  |
| 4 | 3 | 0 | 3 | 0 | 0 |  |
| 5 | 3 | 1 | 0 | 2 | 0 |  |
| 6 | 3 | 1 | 1 | 1 | 0 |  |
| 7 | 3 | 1 | 2 | 0 | 0 |  |
| 8 | 3 | 2 | 0 | 1 | 0 |  |
| 9 | 3 | 2 | 1 | 0 | 0 |  |
| 10 | 3 | 3 | 0 | 0 | 1 | 3-1 |
| 11 | 4 | 0 | 0 | 4 | 0 |  |
| 12 | 4 | 0 | 1 | 3 | 0 |  |
| 13 | 4 | 0 | 2 | 2 | 1 | 4-1 |
| 14 | 4 | 0 | 3 | 1 | 0 |  |
| 15 | 4 | 0 | 4 | 0 | 0 |  |
| 16 | 4 | 1 | 0 | 3 | 0 |  |
| 17 | 4 | 1 | 1 | 2 | 1 | 4-1 |
| 18 | 4 | 1 | 2 | 1 | 1 | 4-1 |
| 19 | 4 | 1 | 3 | 0 | 0 |  |
| 20 | 4 | 2 | 0 | 2 | 1 | 4-1 |
| 21 | 4 | 2 | 1 | 1 | 2 | 4-1,3-2 |
| 22 | 4 | 2 | 2 | 0 | 1 | 4-1 |
| 23 | 4 | 3 | 0 | 1 | 3 | 4-1,4-2, 3-1 |
| 24 | 4 | 3 | 1 | 0 | 3 | 4-1,4-2,3-1 |
| 25 | 4 | 4 | 0 | 0 | 5 | 4-1,4-2,3-1, 3-2, 2-3 |
| 26 | 5 | - | - | - | 11 | $\begin{aligned} & 5-1,5-2,5-3,4-1,4-2,4-3 \\ & 3-1,3-2,3-4,2-3,2-4 \end{aligned}$ |
| 27 | 6 | - | - | - | 19 | $\begin{aligned} & 6-1,6-2,6-3,6-4,5-1,5-2 \\ & 5-3,5-4,5-1,4-2,4-3,4-5 \\ & 3-1,3-2,3-4,3-5,2-3,2-5 \\ & 1-4 \end{aligned}$ |
| 28 | - | - | - | - | 0 | ** |

$T=$ number of twoway links connected to the intersection node
I = number of one-way links connected into the intersection node
$0=$ number of one-way links connected out from the intersection node
*The turning movements to save are listed by the subscript pair in the form i-j which
indicate the position of the turning movement in the turning movement matrix. **Save no turning movements for this node (or centroid) and print no turning movements.

When the ASSIGN SELF-BALANCING process is run the loaded network is broken into from 1 to 4 segments by the subroutine SVLOAD when it is written on unit 3. The purpose of the segmentation is so that the weighted loaded network may be summed in 75,000 full words. There is no indication of where the segments are in the output of the weighted loaded network.

RECENT CHANGES
AND MODIFICATIONS


[^0]:    *These programs have not been modified since the institution of the revision date policy on individual subroutines.

[^1]:    *Assembly language routine

[^2]:    * This is the index of the directional link from the smallest node of this selected link to the largest node of this selected link.

